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Résumé

L’optimisation de l’utilisation des infrastructures routières existantes par le biais d’un contrôle adaptatif des

feux de circulation (ATSC) basé sur l’état en temps réel du réseau routier a un rôle crucial à jouer dans la

réduction de la congestion et de ses conséquences sociales et environnementales. L’écart de sophistication entre

le contrôle adaptatif des feux de signalisation dans la littérature académique et le contrôle à temps fixe utilisé

dans la pratique (la proportion d’intersections qui ne sont pas sous contrôle à temps fixe reste anecdotique) ne

cesse de se creuser. L’ATSC nécessite actuellement à la fois 1) l’installation de capteurs coûteux sur les réseaux

routiers (ce qui implique parfois des travaux de voirie) et 2) une expertise humaine (généralement des ingénieurs

des transports) pour régler avec précision les systèmes correspondants dans le contexte dans lequel ils doivent

être appliqués. Étant donné que la plupart des localités n’ont ni l’un ni l’autre, il semble évident que toute

tentative de lutte contre la congestion à grande échelle devra se concentrer sur l’atténuation de ces obstacles. Si

l’apprentissage automatique, et l’apprentissage par renforcement (RL) en particulier, offre un moyen séduisant

d’automatiser le réglage par essais-erreurs dans l’environnement, il remplace ce coût par l’introduction de

risques de performance et de sécurité durant l’entrainement, ce qui rend son acceptabilité sociale questionnable.

De plus, le RL pour l’ATSC repose toujours sur des capteurs au niveau du réseau routier pour recueillir des

données. Dans ce travail, nous tirons parti de la flexibilité des réseaux à convolution sur des graphes et du

"data efficiency" de l’apprentissage par renforcement basé sur des modèles (ou "model-based RL") pour rendre

l’ATSC aussi prêt à l’emploi que possible. Plus précisément, nous fournissons de nouvelles approches pour

1) réduire (et même contourner complètement) le besoin d’exploration de l’environnement, 2) fournir de la

flexibilité en assurant la robustesse (généralisation) des politiques aux changements de l’environnement (par

exemple, la structure du réseau routier, la distribution du trafic et les contraintes des contrôleurs), 3) permettre

l’extensibilité totale à d’immenses réseaux routiers, et 4) offrir des moyens alternatifs de représenter le trafic

en utilisant des sources de données plus granulaires au niveau du véhicule.
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Abstract

Optimizing the use of existing road infrastructures via adaptive traffic signal control (ATSC) based on the real-

time state of the road network has a crucial role to play in mitigating congestion and its social and environmental

tolls. The gap of sophistication between ATSC in the academic literature and Fixed-Time control used in

practice keeps widening. While ATSC does exist in the real world, the vast majority of intersections remains

under nonadaptive control as ATSC currently requires both 1) the installation of costly sensors on road networks

(which sometimes involves roadwork) and 2) human expertise (typically transportation engineers) to design and

fine-tune the corresponding systems in the specific context in which they are to be applied. As most localities

have none, it appears clear that any attempt to tackle congestion at scale will have to focus on alleviating these

barriers. While machine learning, and reinforcement learning (RL) in particular, offers a seducing way to

automate design and tuning by trial-and-error in the environment, it introduces performance and safety hazards

during training which hinders its social acceptability. Furthermore, RL for ATSC still relies on road-network

level sensors to gather data. In this thesis, we leverage the flexibility of graph convolutional networks and the

data efficiency of model-based reinforcement learning to make ATSC as plug-and-play as possible. Specifically,

we provide new approaches to 1) reduce (and even fully bypass) the need for exploration in the environment,

2) provide flexibility by ensuring robustness (generalization) of policies to changes in the environment (e.g.

new road network structures, traffic distributions and constraints of controllers), 3) enable full scalability to

immense road networks, and 4) offer alternative ways to represent traffic by making use of more granular

sources of data at the vehicle level.
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General Introduction

The social, economical, and environmental tolls of congestion are well documented (Schrank et al., 2012; Barth

and Boriboonsomsin, 2008; Schrank et al., 2015, 2019) 1. The cost of hardware (sensors) as well as the time and

expertise required to manually design and tune efficient adaptive-heuristic-based policies remain significant.

Furthermore, as budgets of localities are limited and countries with the highest public spending per capita also

tend to have smaller populations (OECD, 2021), tackling congestion globally will require cost-efficiency. Ma-

chine learning offers an appealing self-optimizing alternative to move beyond such approaches (Koseki et al.,

2022). Recent developments and successes of deep reinforcement learning (deep RL or DRL), in particular,

enable learning optimal policies from high dimensional observations of trajectories, gathered via interaction

with the environment (i.e. actual control of TSCs) in a trial-and-error spirit. However, one of the curses of RL is

precisely this continuous need for interaction (i.e. experimentation and data collection) with the environment.

Combined with notorious data inefficiency, this broadly curbs real-world applicability and social acceptability

of RL as 1) data collection can be expensive and time-consuming, and 2) random exploration from untrained

policies might cause both safety hazards and catastrophic performance. For ATSC in particular, the joint action

space corresponding to a given road network grows exponentially with the number of intersections, and while

decentralization in the form of multi-agent RL can make it slightly more scalable, without parameter sharing,

computational resources and time required to train MARL approaches grow with every additional signalized

intersection as it requires the training of additional agents. A key obstacle to data efficiency with current RL-

ATSC approaches is the fact that the specialization of any agent on the particular environment experienced by

its jurisdiction during training hinders generalization to changes in the environment and transferability to new

environments. Therefore, applying RL on any new road network or after any modification to a road network

already under RL control typically requires training from scratch.

1According to TomTom Traffic Index, for instance, rush hour congestion in London is associated to 1) massive delays (42.5
minutes for a 10km drive with 43% of this duration being due to congestion), 2) increased CO2 emissions (282kg of additional CO2
released yearly by a petrol vehicle for a one-way commute of 10km), and 3) increased fuel price (25% of the cost, 0.5 USD, being
due to congestion)

https://www.tomtom.com/traffic-index/


Throughout this thesis, we aim to equip RL-ATSC with the following capabilities to specifically address

the data inefficiency of RL-ATSC: 1) Inductive learning 2, 2) Coherent exploration 3, 3) Sample efficiency 4,

4) Offline learning 5.

The first chapter introduces IGRL6, an architecture that exploits the inductive properties of GCNs to allow

the learning of policies that generalize to new road network architectures and traffic distributions with no

additional training. In terms of applicability, this means that after the model is trained once, on a set of example

scenarios, it can be applied on new settings (i.e. new intersection(s), road network(s), and traffic distributions)

immediately, without the need for data collection, exploratory behavior, or training on these new settings. IGRL

also addresses the exploration side of data inefficiency by leveraging noisy parameters to promote coherence

in exploratory behavior. This improved exploration lowers, for the original training, the required amounts of

hazardous interactions with the environment and data to be collected.

The second chapter introduces another model, MuJAM7, which builds upon the advantages of IGRL and

introduces planning based on the use of a simulator (trained automatically using available data). This approach,

beyond improving performance, allows better sample efficiency (i.e. reaching a higher level of performance

for a given amount of collected data), and a new form of generalization to controller constraints (e.g. between

cyclic or acyclic constraints). Concretely, instead of having to adapt, train, evaluate and deploy a new version

of the model for the new set of constraints a particular intersection or road network might require for safety

and efficiency concerns, this last part enables training a unique policy which can be used as is with different

constraints.

Finally, the third paper introduces a method, IORL8, which completely bypasses interaction with the en-

vironment. This method thus allows the learning of inductive policies without ever introducing the threat of

catastrophic performance or safety hazards. In other words, it only requires collecting observations under the

current (historical) policy (adaptive or not) to train simulators and improved policies. In practice, this approach,

which can still be directly applied to new settings after learning from a set of example scenarios, does not need

to disrupt these example scenarios in any way.

2Learning generalizable patterns which can transfer efficiencly at application time to new instances (i.e. variations) of the
underlying task(s).

3Short-term correlation in exploratory behaviour (successive transitions in the environment) which can lead to the collection of
more informative samples (i.e. sequences of transitions in the environment).

4Refers to the relative ability (measured as reachable performance wrt. a given task) to exploit a given amount of signal.
5Learning using strictly historical data (i.e. a dataset of transitions), without ever interacting with the real environment during

training.
6Published in IEEE Transactions on Intelligent Transportation Systems ( Volume: 23, Issue: 7, July 2022)
7Submitted (August 2022)
8Submitted (March 2023)
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For all approaches, the ability to decouple training scenarios and application scenarios greatly limit compu-

tational requirements. The set of parameters is small and ubiquitous (applied everywhere), and it can be trained

on sets of small road networks using only consumer-grade processing units. For application (i.e. at inference

time) that is much less demanding, a single consumer-grade GPU can be used to jointly control thousands of

traffic signal controllers. All approaches can be used in a fully decentralized fashion if required (at the poten-

tial cost of coordination ability), enabling the use of local processing units to avoid the risk of a single point of

failure (SPOF).

Most importantly, the combination of the automated training of a simulator and the ability to learn fully

offline (without interaction) detaches training and experimentation from many real-world constraints. Training

of an RL-ATSC policy for the control of any new real-world intersection would typically require 1) extensive

discussions and agreements with a city to (even temporarily) obtain some level of control of the correspond-

ing intersection, and 2) strictly real-time data collection corresponding to every exploratory action performed

under training. This drastically limits experimentation ability and the exploitability of such data by third-party

contributors. By comparison, with just a regular dataset of past observations, contributors could leverage IORL

to train a simulator and a policy that can both not only be used on the observed scenarios but also directly

transferred to new settings (thanks to its inductive capabilities).

In addition to the focus on data efficiency, the use of GCNs offers the possibility to exploit demand in-

formation at its finest level of granularity. All proposed methods represent each vehicle with its features and

do not have to resort to arbitrary lane-level aggregations. This representation is shown to result in improved

performance. All methods can still use lane-level information (e.g., if this is the only level at which informa-

tion is captured), providing flexibility in this regard. Moreover, MuJAM and IORL rely on joint modeling of

actions (joint simulation) and allow explicit coordination of agents at scale. To test our claims we introduce

a new inductive evaluation setting for RL-ATSC which involves evaluation of the learned policies on a set

of synthetic and large real road networks never seen in training, and we compare the performance of various

instantiations of our methods and domain-specific baselines compatible with the inductive setting. On top of

aggregated performance, we study how the delay is distributed among trips under different policies to ensure

fairness (i.e. that an increase in performance does not translate into an unfair treatment of some trips).
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0.1 Key concepts

The following section aims to define some key concepts used in this thesis.

• Graph convolutional network (GCN): Flexible deep learning architecture (model) designed for graph-

structured data that relies on local (neighbor-to-neighbor nodes) parameterized message-passing. These

local aggregation functions (GCN layer) are trained end-to-end via gradient descent and applied in par-

allel for every node in the graph. The stacking of multiple GCN layers applied sequentially can enable

the learning of aggregation functions representing an arbitrarily large neighborhood for all nodes.

• Decentralized RL: Decomposition (e.g. spatial decomposition) of a large action space into multiple local

action spaces. In its most typical form, each action space is controlled by a different agent which observes

only a (relevant) portion of the state space. The objective (e.g. reward function) can also be decomposed

(individualized) per agent.

• Embedding: An embedding is a (typically) vectorized and lower dimensional space (or representation)

translation of a large and/or complex-structure-space.

• Latent space: Space consisting of (random) variables that cannot be observed directly. Embedding space

and latent space are typically used interchangeably in the context of deep learning.

• Parameter sharing: In deep learning computational graphs (the sequence of operations that defines the

particular architecture of a neural network), a given parameter can often be used on different original (i.e.

covariate) or intermediary (i.e. a given neuron) features (e.g. a convolutional filter used in different parts

of a network/image/sentence).

• Value-equivalent decision process (& MuZero): The key concept behind MuZero (latent-based planning

used in chapters 2 & 3) is the creation of a general Markov decision process (MDP) model that mirrors

the actual environment so that planning in the abstract MDP is tantamount to planning in the real-world

setting. This correspondence is established by guaranteeing value equivalence, which means that the

cumulative reward obtained by starting from the same actual state must be the same as the cumulative

reward gained by starting from the equivalent abstract state.
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Chapter 1

IG-RL: Inductive Graph Reinforcement

Learning for Massive-Scale Traffic Signal Control

François-Xavier Devailly, Denis Larocque, Laurent Charlin

Abstract

Scaling adaptive traffic signal control involves dealing with combinatorial state and action spaces. Multi-

agent reinforcement learning attempts to address this challenge by distributing control to specialized agents.

However, specialization hinders generalization and transferability, and the computational graphs underlying

neural-network architectures—dominating in the multi-agent setting—do not offer the flexibility to handle an

arbitrary number of entities which changes both between road networks, and over time as vehicles traverse

the network. We introduce Inductive Graph Reinforcement Learning (IG-RL) based on graph-convolutional

networks which adapts to the structure of any road network, to learn detailed representations of traffic signal

controllers and their surroundings. Our decentralized approach enables learning of a transferable-adaptive-

traffic-signal-control policy. After being trained on an arbitrary set of road networks, our model can generalize

to new road networks and traffic distributions, with no additional training and a constant number of parameters,

enabling greater scalability compared to prior methods. Furthermore, our approach can exploit the granularity

of available data by capturing the (dynamic) demand at both the lane level and the vehicle level. The proposed

method is tested on both road networks and traffic settings never experienced during training. We compare

IG-RL to multi-agent reinforcement learning and domain-specific baselines. In both synthetic road networks

and in a larger experiment involving the control of the 3,971 traffic signals of Manhattan, we show that different



instantiations of IG-RL outperform baselines.

1.1 Introduction

The steady growth of the world’s population, combined with a lack of space in urban areas, leads to intractable

road congestion, the social and environmental costs of which are well documented (Barth and Boriboonsomsin,

2008). The adaptive control of traffic signal systems based on real-time traffic dynamics could play a key role

in alleviating congestion. The framing of adaptive traffic signal control (ATSC) as a Markov decision process

(MDP) and the use of reinforcement learning (RL) to solve it via experiencing the traffic system is a promising

way to move beyond heuristic assumptions (Chu et al., 2019; Mannion et al., 2015; Abdulhai et al., 2003;

Bingham, 2001).

Value-based methods like Q-Learning constitute a cornerstone of RL. In practice, however, using a sin-

gle centralized learner (Genders and Razavi, 2016; Prashanth and Bhatnagar, 2010) in an ATSC setting with

numerous traffic signal controllers (TSCs) involves a combinatorial action space (Bakker et al., 2010). Multi-

agent reinforcement learning (MARL), where each agent controls a single traffic light is appealing, but the

proliferation of parameters, nonstationarity, and a lack or transferability (§ 1.2.1) make training and scaling

challenging (Chu et al., 2019; Mannion et al., 2016; Wang et al., 2019a; Kuyer et al., 2008; Houli et al., 2010;

Mikami and Kakazu, 1994; Prabuchandran et al., 2014; Arel et al., 2010).

1.1.1 Contribution

We introduce inductive graph reinforcement learning (IG-RL), which combines the inductive capabilities of

graph-convolutional networks (GCNs) (Hamilton et al., 2017) with a new decentralized RL (DEC-RL) frame-

work. In our independent Q-Learning (IQL) formulation, multi-agent RL is replaced by a shared policy, learned

and applied in a decentralized fashion.

We define the topology of the computational graph of the GCN based on the current dynamic state of the

road network (e.g., including the position of moving entities such as cars).

The GCN learns and exploits representations of a neighborhood of arbitrary order for every entity of the

road network, in the form of node embeddings. TSCs’ node embeddings are used to evaluate action-values

(i.e., Q-values). The entire model is differentiable and we train it using backpropagation of the temporal

difference error (TD error), following a standard Deep Q-Learning setting (Szepesvári, 2010). By having the

computational graph adapt to the road network’s state, we are able to:
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• Train a ubiquitous policy which can adapt to new road networks, including topologies and traffic never

experienced during training.

• Exploit the vehicular data at its finest granularity by representing every vehicle as a node and its cor-

responding vectorized representation (i.e., embedding). Current neural-network architectures used in

RL-ATSC do not enable dealing with a changing number of inputs and state dimensionality. For this rea-

son, in a traffic scenario where various types of entities such as cars and pedestrians enter, move inside

of, and leave the network, these methods do not enable full granularity exploitation. They typically re-

sort, upstream of learning, to aggregations at the lane-level (e.g., the number of vehicles approaching the

intersection) (Chu et al., 2019; Wei et al., 2019; Wang et al., 2019b) or queues lengths (Chu et al., 2019;

Wei et al., 2019; Wang et al., 2019b). Alternatively, they fix the number of entities to be represented in

detail. For instance, Chu et al. (2019) represents the cumulative delay of the first vehicle.

To test our claims, we define a new evaluation setting in which RL-ATSC methods are tested on road

networks which are never experienced during training. In particular, we design two experiments involving

non-stationary traffic distributions and different road networks.

The first experiment, on synthetic road networks, evaluates IG-RL’s performance against both learned and

domain-specific baselines. We compare a specialist instance of IG-RL trained on the road network used during

evaluation to a generalist instance that is trained on a set of road networks not including the target road network.

These instances are compared to assess generalizability, transferability, and the effect of specialization on

performance. In addition, we also compare two GCN architectures which respectively capture traffic demand

at the vehicle and lane levels, to measure the flexibility of IG-RL in different data conditions, and its ability to

exploit granularity.

In the second experiment, an IG-RL instance is transferred, with no additional training (i.e., zero-shot

transfer), to the road network of Manhattan and its 3,971 TSCs. This evaluation constitutes, by far, the largest

RL-ATSC experiment to date. This final transfer from small synthetic road networks to a large real-world

network aims to demonstrate the scalability of learning an agnostic policy.
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1.2 Related Work

1.2.1 Decentralization

The main thread of research this contribution draws on is decentralized RL (DEC-RL). In RL-ATSC, decen-

tralization and distribution of control via multi-agent RL (MARL) is a popular approach (Chu et al., 2019;

Mannion et al., 2016; Wang et al., 2019a; Kuyer et al., 2008; Houli et al., 2010; Mikami and Kakazu, 1994;

Prabuchandran et al., 2014; Arel et al., 2010). However, current MARL approaches used for ATSC suffer from

the following caveats:

• From the perspective of a given agent (e.g., controller), the evolving behaviors of other agents (e.g.,

controllers) in the global environment cause nonstationarity and instability during training (Papoudakis

et al., 2019; Omidshafiei et al., 2017). As a remedy, researchers include the recent policies of other agents

as part of the state of every local agent which seems to help, but does not yet solve the problem (Chu

et al., 2019).

• Without parameter sharing, though more scalable than previous approaches, computational resources and

time required to train MARL approaches grow with every additional signalized intersection as it requires

the training of additional agents.

• The specialization of every agent on the particular environment experienced by its jurisdiction during

training hinders generalization and transferability to new environments. Therefore, applying MARL on

any new road network or after any modification to a road network already under RL control requires

training from scratch while interacting with road users and pedestrians to gather experience.

Scalability of MARL and RL-ATSC in general, has therefore typically been limited. In our work, instead of

using MARL, we approach DEC-RL as a set of similar decision processes which can be controlled by a single

agent and show results on a network of 3,971 lights, which is, to the best of our knowledge, the RL-ATSC

setting involving the largest number of TSCs to date.

1.2.2 Graph-Based Representation

A second thread which we draw from is graph-neural networks, which have been shown to provide richer

spatio-temporal representations of the road network and facilitate coordination (Wei et al., 2019; Wang et al.,
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2019b). Instead of studying coordination however, we focus on leveraging the flexibility provided by graph-

neural networks.

1.2.3 Parameter sharing

Concurrent research Wei et al. (2019) and Chen et al. (2020) leverage parameter sharing to enable further

scalability. However, our contribution differs significantly from the proposed methodologies in the following

ways:

• Our main contribution is an inductive method which generalizes and scales to massive networks at

test time. Our parameter-sharing scheme enables zero-shot learning—adaptation without additional

training—to different road networks. In particular, we demonstrate that our method, trained on small

random networks, can control the lights on much larger networks (e.g., with over 3,900 lights) with

completely different structures (e.g., traffic lights on the whole of Manhattan).

• Our method does not resort to (arbitrary) aggregations of local traffic statistics as state features for pa-

rameter sharing. The architecture we use is specifically built to enable full granularity exploitation of

demand information sensed at the lane or vehicle levels.

1.3 Background

1.3.1 Reinforcement Learning (RL)

The optimization of a decision process under uncertainty can be framed as an MDP. An MDP is defined by

a set of states S, a set of actions A that the agent can take, a transition function T defining the probabilities

of transitioning to any state s′ given a current state s and an action a taken from s, and a reward function R

mapping a transition (i.e., s, a, and s′) to a corresponding reward. Optimizing such a decision process means

finding a policy π—a policy is a mapping from a state to the probability of taking an action—which maximizes

the sum of the future rewards discounted by a temporal factor γ:

Rt =
∞

∑
k=0

γ
krt+k+1 (1.1)

where rt represents the reward at time step t. Reinforcement learning (RL) can be used to solve an MDP

whose transition and value dynamics are unknown, by learning from experience gathered via interaction with

the corresponding environment (Sutton and Barto, 2018). We introduce the key RL concepts that we will use
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in this paper: 1) Q-Learning a standard algorithm for optimizing a policy in RL problems, 2) the concept of

adding parameterized noise for exploration, and 3) decentralized RL. This introduction is self-contained but

not exhaustive (an in-depth introduction to the field is available in Sutton and Barto (2018)).

Q-Learning

The state-action-value function (Q-function) under policy π is the expected value of the sum of the discounted

future rewards, starting in state s, taking action a, and then following policy π:

Qπ (s,a) = Eπ

[
∞

∑
k=0

γ
krt+k+1 | st = s,at = a

]
(1.2)

From the optimal Q-function Q∗ = maxπ Qπ , we can derive the optimal policy π∗ (a|s) : a = argmaxa′Q
∗ (s,a′).

Q∗ can be obtained by solving the Bellman equation (Bellman, 1957):

Q(s,a) = r (s,a)+ γ ∑
s′εS

T
(
s′ | s,a

)
max
a′εA

Q
(
s′,a′

)
(1.3)

where r (s,a) is the immediate reward received after taking action a from state s. Q-Learning uses transi-

tions sampled from the environment and dynamic programming to solve the Bellman equation with no initial

knowledge of transition and reward functions.

There are standard approaches that enable Q-Learning to model environments with large discrete or con-

tinuous state spaces (as is the case in this work). One of them consists in fitting the Q-function using buffers of

experienced transitions that are large enough to prevent excessive correlations between observed transitions. In

continuous state spaces, tabular Q-Learning (shown above) is replaced by a parametric model Qθ such as linear

regression or a deep neural network (Szepesvári, 2010). The latter approach is known as Deep Q-Learning.

To improve stability a common approach is to keep a lagging version of the model with recent parame-

ters θ−, called target model Qθ− , and use it to compute the temporal difference error (TD error): r (s,a)+

γ maxa′Qθ− (s′,a′)−Qθ (s,a). The TD error is backpropagated to update the parameters θ following the stan-

dard Q-Learning update rule:

Qθ (s,a)← Qθ (s,a) (1.4)

+ α

[
r (s,a)+ γ max

a′εA
Qθ−

(
s′,a′

)
−Qθ (s,a)

]
︸ ︷︷ ︸

TD error

where α is the learning rate.

Two standard extensions of Q-Learning led to promising results in our early RL-ATSC experimentation,

and we use them in all our experiments:
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• Double Q-Learning (Hasselt, 2010), which consists in reducing the overestimation of action values by

decoupling action selection and action evaluation.

• Dueling Q-networks (Wang et al., 2015), which consists in enabling some parameters to focus on the

relative advantage of actions by using additional parameters to evaluate the average of Q-values.

Noisy Networks for Exploration

During training of RL agents, interaction with the environment involves a fundamental dilemma between ex-

ploiting what has been learned so far by the agent and gathering additional information (Sutton and Barto,

2018, Chapter 1.1). Trading off exploration-exploitation is critical to learning good policies in a fast and robust

fashion, and it remains an active research area. Exploration via noisy networks refers to the use of parameter-

ized noise, in the form of independent Gaussian noise added to the parameters of a neural network, in order to

favor consistent and state-dependent exploratory behavior (Fortunato et al., 2017a). In comparison to decaying

ε-greedy exploration—which consists in decaying the probability of acting randomly during training—noisy-

network exploration often leads to better performances, enables online learning since it does not involve lim-

iting exploration as time passes, and does not require tweaking sensitive learning schedules (Fortunato et al.,

2017a). This form of exploration resulted in considerable improvements during our experiments and we use it

to train all models presented in this work.

Decentralized Reinforcement Learning

Decentralized reinforcement learning (DEC-RL) distributes the control based on the assumption that the global

Q-function is decomposable (Busoniu et al., 2006). Independant Q-Learning (IQL) is a straightforward DEC-

RL method in which the global MDP is decomposed into DEC-MDPs which are solved using independent

Q-Learners.

1.3.2 Graph-Convolutional Networks

Enabling machine learning model to learn from complex relationships between objects in graphs is challenging.

Graph-Convolutional Networks (GCNs) are a recent and fruitful attempt to leverage neural-network architec-

tures and backpropagation to address the complexity of graph data. GCNs consist in stacking k (a hyperpa-

rameter to be defined) convolutional layers as a neighborhood-information aggregation framework (Kipf and

Welling, 2016). At every layer of a GCN, every node aggregates communications sent to it by both its neigh-
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bors and itself into an embedding. This form of embedding both exploits the graph structure and the features

of the nodes belonging to its neighborhood (up to order k). Using different parameters for different types of

relations (Schlichtkrull et al., 2018) yields the following message propagation equation, applicable to every

node:

n(l)i = f
(

∑
eεE, jεNt(i)

Ci, j,e · (Wle ·n
(l−1)
j )

)
(1.5)

where nl
i is the embedding of node i at layer l, f is a non-linear differentiable function, E is the set of relation

types, Ne(i) is the 1st-order neighborhood of node i in the graph of relation type e, Ci, j,e is a relation-specific

normalization constant, and Wle is the lth layer’s weight matrix for message propagation corresponding to a

relation of type e. Embeddings can be used to perform a supervised or unsupervised learning task, and an error

signal corresponding to the task can be backpropagated through the entire model to perform gradient based

optimization of its parameters.

1.4 Inductive Graph Reinforcement Learning (IG-RL)

We now introduce IG-RL, a scalable DEC-RL method. IG-RL models objects (e.g., lanes, traffic signals,

vehicles) as nodes in a graph. Edges of this (dynamic) graph represent the physical connections between

objects (e.g., a vehicle node is connected to its current lane node).

A GCN models this graph. Initial node embeddings encode observable features of the objects (e.g., the

vehicle speed). Then, each inferred TSC-node-embedding is used to predict the Q-values of that TSC.

The key for generalization is this graph representation. By modeling road networks at the object-level (vehi-

cles, lanes, traffic lights) parameters are independent of any intersection or road-network structure. Therefore,

the GCN only instantiates a small number of parameters which are jointly learned across an entire road network

or even across multiple road networks. The same parameters can then generalize and transfer, without addi-

tional training (zero-shot), to completely different intersections and road networks (e.g., different structures)

with different states (e.g., different traffic conditions). In turn, this generalization translates into immediate

scaling to larger networks independently of the number of intersections.

We first discuss how to decompose the road network into small MDPs and then introduce our GCN model.
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1.4.1 Decentralized ATSC Decision Processes

The state and action spaces of the global ATSC MDP, which consists in the management of all controllers

in a given road network, can be large and intractable in practice. We therefore decompose it into smaller

decentralized decision processes. In this context, the management of every intersection by a TSC becomes an

MDP.

Each MDP uses continuous states (which represent the state of nearby roads), discrete actions (e.g., whether

or not to change phase), and discrete time steps (the length of which determines when the next action can be

taken).

State

The state of every decentralized decision process consists in real-time information coming from local sensors

and is said to be partially observable because it does not include all information about the global MDP. This

state encodes both 1) current connectivity in the network, and 2) demand. Connectivity of a given intersection

is defined by the current phase of the corresponding TSC, while demand can be sensed either at the level of

lanes, or at the level of vehicles (§ 1.4.2 and 1.4.2).

Action

At every intersection of the road network, the flow of traffic is managed by a logical program, composed

of a given number of phases, depending on the number of roads, the number of lanes, and the connectivity

between lanes. This program cycles through phases, influencing connectivity between lanes, in a constant

predefined order that is often known to the road users and pedestrians. In our studies, the agent must respect

the program and chooses, every step, whether to switch to the next phase or prolong the current phase. The

action space at every intersection is therefore binary. Compared to methods which enable complete freedom of

the controller, with the agent being able to choose among any phase every time it picks an action (Chu et al.,

2019; Prashanth and Bhatnagar, 2010), this formulation of the ATSC problem is more constrained. The agent

must learn transition dynamics ruled by a complex cycle influencing connectivity. It is however more adaptive

than methods determining duration upstream of any given phase (Aslani et al., 2017). We leave the exploration

of other policy constraints for future work, although the model we introduce in § 1.4.2 is general and is not

tailored to the aforementioned constraints. In fact, we discuss modelling an environment where the next action

is arbitrary in § 1.4.2.
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Reward

The reward for a given agent is defined as the negative sum of local queues lengths q, which corresponds to the

total number of vehicles stopped1 on a lane leading to the corresponding intersection, at a maximum distance

of 50 meters of the intersection. The reward at intersection j is

r j =−∑
iεL j

qi (1.6)

where L j is the set of lanes leading to intersection j. This measure can both be obtained via lane or vehicular

sensors. We choose this measure instead of alternatives such as wave (Aslani et al., 2017) or average trip

waiting time (Mannion et al., 2016) because it is correlated to the local transition mechanisms of each DEC-

MDP, and it is dense since actions tend to impact this measure quickly. These last two points translate into

eased attribution of reward signals (Chu et al., 2019).

Step

We discretize time into one-second time steps. In other words, actions are selected every second.

Episode

Depending on the experiment (§ 1.5), an episode either ends as soon as all trips are completed or after a fixed

amount of time.

1.4.2 Model

The control of all traffic signals is a family of decision processes. Each decision process in this family involves

a controller, lanes, connections between lanes, and vehicles (e.g., nearby ones). A single GCN is used to model

these entities and their dynamic relationships. IG-RL proposes systematic sharing of the parameters of the

GCN among all objects and relationships of the same nature.

In addition, the flexibility of GCNs enables representing an arbitrary number of entities that changes over

time (e.g., vehicles moving in and out of the network) in a detailed way (i.e., as nodes in a graph).

Architecture

Fig. 1.1 illustrates the GCN for modelling a traffic signal control. It includes 4 types of nodes:
1A vehicle is considered stopped if its speed is inferior to 0.1km/h.
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• TSC node, which represents the state of a controller.

• Connection node, which represents the state of an existing link between an entry lane and an exit lane. A

link (i.e., connection node) exists between an entry lane A and an exit lane B if, under at least one phase

of the TSC program, a vehicle on A is allowed to continue its travel on B.

• Lane node, which represents the state of a lane.

• Vehicle node, which represents the state of a vehicle.

The GCN uses the following edges and edge types:

• An edge between every node and itself (4 types of edges).

• Bidirectional edges between every TSC node and Connection nodes corresponding to connections the

TSC can influence by changing its phase (2 types of edges).

• Bidirectional edges between every Connection node and Lane nodes corresponding to its entry lane (2

types of edges) and its exit lane (2 types of edges).

• Bidirectional edges between every Lane node and Vehicle nodes corresponding to vehicles located on the

corresponding lane, given that the GCN exploits detailed vehicular data (2 types of links).

Every layer of the GCN uses one set of parameters per edge type to perform message-propagation (W in

Eq. 1.5). Our early experimentation with IG-RL and GCNs suggested that using normalization constant (C

in Eq. 1.5) was detrimental to performance. In contrast to Equation 1.5, we do not include a normalization

constant during message-passing

n(l)i = f
(

∑
rεR, jεNr(i)

Wlr ·n
(l−1)
j

)
. (1.7)

The embedding n0
j of a node j is initialized using its features (§ 1.4.2). A fully connected layer, with a single set

of parameters, maps the final node embedding of a TSC to the Q-values corresponding to its selectable actions.

Since preliminary experiments demonstrate that noisy exploration enables faster and more robust training,

as well as better performance compared to ε-greedy exploration, parameterized Gaussian noise is added to

the parameters of this final mapping. An initialization of 0.017 for the variance parameters performs well in

multiple supervised (Fortunato et al., 2017a) and reinforcement learning tasks (Fortunato et al., 2017b), and so

we also use that value. Fig. 1.1 is an illustration of the architecture of the full model for a simple road network

with a single TSC and three vehicles.
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Figure 1.1: Local computational graph.

We illustrate the computational graph corresponding to one of the connections a TSC observes at its intersection. One
vehicle is located on the connection’s inbound lane while two are located on its outbound lane. In this particular

example, both lanes are only involved in a single connection on the intersection and respectively start from and lead to
other intersections. For every layer of the GCN, message-passing is performed along every edge following Equation 1.7.

Edges of the same type share the same color and parameters. The final embedding of the TSC node is then passed
through a fully connected layer to obtain its Q-values (one per possible action).

Action Space Flexibility

Given the computational flexibility of GCNs, the model can be easily adapted to different action spaces. For

instance, enabling the choice of an arbitrary phase (instead of a program that cycles through phases) is achieved

by representing phases as nodes of a new type, and linking these nodes to both their corresponding TSC node

and the nodes representing connections they influence. This way, one Q-value can be computed per phase node.

Preliminary experiments using this formulation seem promising.

Parameter Sharing

Using a graph representation at the object level (TSC, connection, lane, car) enables sharing parameters be-

tween objects of the same type, both inside each decision process (e.g., two lanes on the same intersection),

and across all decision processes belonging to the same family (e.g., two lanes on unrelated intersections). This
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parameter sharing is useful because:

• It uses a constant number of parameters independent of the number of underlying processes.

• During training, these shared parameters are updated using experience gathered from a variety of decision

processes (a variety of intersection architectures belonging to a variety of road network architectures).

Generalization and Transfer via Inductive Learning

Consistent parameter sharing enables training a unique set of parameters using experience gathered from a set of

decision processes involving diverse intersection topologies, road network topologies, and traffic distributions.

Enforcing such diversity can translate into better generalization to unseen MDPs from the same family of

MDPs (Sadeghi et al., 2018; Akkaya et al., 2019). In this work, the learning of general and transferable

patterns is based on two key components:

• The proposed architecture, based on a GCN, which enables parameter sharing without sacrificing granu-

larity.

• The sampling strategy over the family of MDPs, which in this context refers to the way decision pro-

cesses are created. The sampling strategy should ensure that the training set is representative of the

corresponding family of decision processes.

Marginalizing Nonstationarity

Nonstationarity, caused by the evolution of the behavior of neighbor agents during training, remains a critical

challenge for DEC-RL (§ 1.2.1). We hypothesize that emphasizing diversity in the training set, as described

in § 1.4.2, can limit nonstationarity and stabilize learning by marginalizing out the experience of a particular

intersection with respect to its neighbor intersections.

Features

Our approach exploits data that can be accessed from sensors representing the various entities that make up

the road network and traffic. At any time step in a given road network, every element defining the state is

represented through a node in the GCN. The architecture of the GCN is built on the assumption that the current

state of the controller (i.e., the current phase and its corresponding local connectivity) is known, and that traffic

information coming either from lane sensors or vehicle sensors is also available. Other assumptions would
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result in the choice of a different GCN architecture or in the use of different features. The features used for

different types of nodes are summarized in Table 1.1. Current speed represents the current speed of a vehicle

in km/h, Position on lane represents the relative location of a vehicle with respect to the lane it is on. It is

defined as a proportion of the lane’s length. Length is the length of a lane in meters, Number of vehicles is

the total number of vehicles captured by the lane’s sensor, Average vehicles speed is the average speed of

vehicles captured by the lane’s sensor, Is open represents whether a connection is opened under the current

phase, Has priority represents whether, if an open connection between an entry and an exit lane has priority2

or not. Number of switches to open is the number of switches the controller has to perform before the next

opening of a given connection. Next open has priority defines whether the next opening of the connection will

have priority or not. Time since last switch is the number of seconds since a traffic controller performed its last

phase switch.

Table 1.1: Initial state variables for every type of node.

Type of node State features

Vehicle Current speed, Position on lane

Lane Length, Number of vehicles, Average vehicles speed

Connection
Is open, Has priority, Number of switches to open,
Next opening has priority

TSC Time since last switch

1.5 Experiments

Using the SUMO traffic simulator (Lopez et al., 2018), we evaluate the performance of several IG-RL instan-

tiations using small synthetic road networks and a large real road network, and compare it to the results of

several baselines.

Our study demonstrates that:

• IG-RL outperforms all included baselines on the ATSC task in a traditional evaluation setting.

• Training IG-RL under several varying initial conditions (including different road networks) yields the

best performing method and enables zero-shot transfer.

2Vehicles may use a connection (i.e., go from its entry lane to its exit lane) if no vehicle uses a higher prioritised connection
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• Training IG-RL on small synthetic road networks with limited computational resources enables efficient

zero-shot transfer to real road networks, and such a transfer translates into improved scalability.

The design of a synthetic training set (of random road networks) before transferring the learned policy

to a more realistic setting (Manhattan) is inspired by other zero-shot transfer approaches in reinforcement

learning (Oh et al., 2017; Higgins et al., 2017).

1.5.1 General Setup

Network Generation

The structure of a road network is picked, at random, from a set which consists in the cross product of the

number of intersections (typically between 2 and 6), the structure of every intersection, the length of every

edge (between 100 and 200 meters), the number of lanes per route (between 1 and 4 per edge), and general

connectivity. A given random seed will lead to the generation of the same network, enabling exact comparison

of performance between policies. Examples of randomly generated networks from our procedure are shown in

Fig. 1.2.

TSC-Programs

TSC-programs, or cycles, are generated by SUMO and typically include several phases, corresponding to the

legal states at a given intersection.3 Programs are therefore not restricted to abstracted axis connectivity such

as North-South or East-West. Our synthetic network generation procedure (§ 1.5.1) leads, on average, to the

creation of TSCs whose programs are composed of 5.5 phases. We leave experimentation with other types of

TSC-programs to future work.

Traffic Generation

A given number of trips are to be generated per second, on average, during an episode. This value is referred

to as the traffic regime. Every generated trip is assigned a trajectory. A trajectory is defined by a starting lane,

a sequence of intermediary lanes, and a final lane. Every valid trajectory includes at least 2 lanes. To simulate

the urban setting, a trajectory can start and end anywhere in the network. Parameters defining non-uniform

distributions used for assigning trajectories to trips are re-sampled every 2-minutes to ensure non-stationary

distributions.
3“All red” phases are not included as part of SUMO’s default TSC-Programs generation.
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Figure 1.2: Four randomly generated road networks.

Thickness indicates the number of lanes per direction (between 1 and 2 per direction for a maximum of 4 lanes per edge

Training

Models are trained on a set of 30 simulations running in parallel. During training, exploratory behaviors tends

to lead to catastrophic congestion from which recovery becomes unlikely. This is a common RL challenge

which makes training from long episodes inefficient in practice. For this reason, as in Chu et al. (2019),

every simulation runs 30,000 steps divided into independent short episodes of 500 steps (seconds) each. All

simulations run on a single randomly generated road network. We also use this network for evaluation in

our first experiment (§ 1.5.4). Further, each simulation is initialized using a different random seed to ensure a

variety of observed transitions. Models are trained using the exact same environment (network and traffic). The

parameters of target Q-networks are updated every 100 parameters updates of the main Q-networks (§ 1.3.1)

The learning rate is 0.001 and the batch size is 16.4

Evaluation

All methods are evaluated using the same target networks and identical traffic. However, evaluation introduces

traffic regimes (densities) never experienced during training, to evaluate how the methods generalize to new

traffic distributions. We evaluate performance by measuring the evolution of the instantaneous delay:

s∗v = min(sv∗,sl),

dt = ∑
vεV

(s∗v− sv)/s∗v
(1.8)

where V is the set of all vehicles in the road network, sv∗ is the maximum speed of the vehicle, sl is the maximum

allowed speed on the lane the vehicle is on, sv is the current vehicle speed, and dt is the total instantaneous

delay at time step t. Given that all models are evaluated on the same sets of networks and trips, we can pair

the same trips together for hypothesis testing (using paired t-tests), and to study distributions of trips-durations

differences.
4A batch is composed of networks. A network typically involves multiple intersections
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Constraints

Phases involving yellow lights last exactly five seconds, as suggested by Aslani et al. (2017). For all other

phases, in order to maximize adaptiveness, instead of using a fixed time of 5 seconds between every action as

suggested by Chu et al. (2019), a TSC must spend at least 5 seconds in each phase before being allowed to

switch. The parameters associated with these time constraints can be modified and their values are expected to

influence achievable performance. We leave thorough experimentation with time constraints (e.g., minimum

green time for pedestrians) to future work. For trainable methods, constraints are enforced by ignoring invalid

actions selected by the agent. In other words, in a given time step, even though the agent can pick an action, its

decision will have no influence on the MDP if its chosen action breaks a constraint.

Action-Correction

Ignoring an agent’s invalid actions forces it to learn that the effect of the available actions on connectivity

are dependent on other logical factors like the time since the last phase change and the nature of the current

phase. To ease learning, and since it is preferable to focus on the actual influence an agent can have on its

MDP, we replace, during experience replay, binary decisions which were chosen by the agent at every time

step, by whether a light switch was performed. We also force the greedy policy, in the creation of the temporal

difference target, to only consider actions which could be performed at the corresponding step. To adapt the

proposed action-correction methodology to a policy which is able to choose an arbitrary phase, the selected

action can simply be replaced by the action corresponding to the selection of the phase that is actually active at

the next step.

Robustness

The seeds we use in the experiment influence the random generation of road networks, traffic distributions,

initial weights of neural networks, and the Gaussian noise used for exploration during training. To ensure the

robustness of our conclusions, every experiment, including both training and test, is repeated 5 times using dif-

ferent seeds. For instance, the training on 30 different simulations occurs 5 times for a total of 150 simulations.

The same goes for evaluation. Reported test results are an aggregation over these 5 runs for both experiments.
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1.5.2 IG-RL models

Architectures

Our complete GCN architecture, referred to as IG-RL-Vehicle (IG-RL-V), uses a 3-layer GCN and vehicle-

level traffic information for both state5 and reward (§ 1.4.1).

We also introduce a lighter GCN architecture, IG-RL-Lane (IG-RL-L) which uses a 2-layer GCN and lane-

level traffic information for both state6 and reward (§ 1.4.1). Even though IG-RL-L does not exploit demand

at the vehicle-level, it has the added benefit of requiring constant computational time with respect to the traffic

demand.

For both IG-RL-L and IG-RL-V, the number of layers is chosen to be the minimum which ensures that

information representing demand can reach the nearest TSC(s) nodes. For both GCN architectures, we use

node embeddings of size 32 as further increasing this hyperparameter did not result in improved performances.

General versus Specialized

The target network refers to the road network used to test the performance of all methods after training and

must be distinguished from the training set of road networks since the same IG-RL instance can be applied,

and therefore trained on, different road networks. Two training sets of road networks are built for IG-RL.

The specialist set, used to train Specialist-IG-RL (S-IG-RL), aims to evaluate intentional specialization on a

given network. It consists in training the model exclusively on the target road network, as described in § 1.5.1.

The generalist set, used to train Generalist-IG-RL (G-IG-RL), aims to study IG-RL’s transfer abilities. This

set is composed of independent road networks and does not include the target network. In such a context, per-

formance reflects generalizability to new road network and intersection architectures. In addition, as different

road networks imply different traffic distributions even when the regime (§ 1.5.1 and § 1.5.4) is left unchanged,

performance reflects generalizability to new traffic distributions for all studied regimes, even the default one

which is used during training.

Our experiments with hybrid training sets involving both the target road network and random road networks

did not lead to improved performance compared to the generalist approach and are omitted for brevity.

5Lane level traffic features are not included in IG-RL-V.
6Vehicle nodes are not included in IG-RL-L.
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Evaluating Action-Correction

To evaluate the importance of action-correction (§ 1.5.1), we introduce a version of IG-RL-L for which no

action-correction is performed during training. This ablation study is referred to as IG-RL-no-correction (IG-

RL-n-c).

1.5.3 Baselines

We now describe the models used as baselines in both of our experiments.

Fixed-Time Baseline

This baseline follows the cycle of phases using predefined and constant durations generated by SUMO (Lopez

et al., 2018) based on the architecture of each intersection.

Max-moving-car heuristic (Greedy)

This dynamic heuristic-based method aims at ensuring that as many vehicles as possible are moving on inbound

lanes at any given time, in the spirit of the popular baseline MaxPressure (Varaiya, 2013) under a cyclic setting.

At every intersection, the controller switches to the next phase if, on inbound lanes, the number of stopped

vehicles is superior to the number of moving vehicles, and prolongs the current phase otherwise.

MARL-IQL

MARL-IQL is a learned baseline. In this model, every intersection is controlled by its corresponding agent

(i.e., with its own unique parameters), which learns to solve its own local MDP. Every agent, parameterized by

a deep Q-Learner network, takes the exact same variables that are available to IG-RL-L as inputs (Table 1.1

and § 1.5), with the exception of lanes’ lengths, which is constant for each MDP. Every Q-Learner consists

of a first hidden layer of 256 neurons, a second hidden layer of 128 neurons, and a last hidden layer of 64

neurons, which is the result of a grid-hyperparameter search. While this model would constitute a “vanilla”

multi-agent implementation, we chose to add both Double Q-Learning and a Dueling architecture to every Q-

Learner (§ 1.3.1) as done in Liang et al. (2019). In addition, the introduction of noisy parameters (§ 1.3.1) and

action-correction (§ 1.5.1), were the elements which led the the biggest improvements during training. These

improvements have the two following objectives:

• Create a strong baseline.
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• Enable an ablation study. The only difference between MARL-IQL and S-IG-RL-L is that the former

uses one neural network per intersection to learn the local Q-function and compute the local Q-values,

while the latter uses the same GCN to do so at every intersection. Apart from this, all the information

and methods they use for training are identical.

1.5.4 Experiment 1: Evaluating Generalization using Synthetic Road Networks

Description

In this experiment, we evaluate policies on a single road network. The same road network is used to train all

methods except G-IG-RL. As MARL-IQL does not scale as efficiently as IG-RL methods, we picked a small

road network.

Evaluation setting During evaluation, trips are generated during the first hour. An episode ends as soon as

all trips are completed. Performance of all methods are evaluated using 30 different random seeds for traffic

generation. Evaluation is run twice, with two distinct traffic regimes (denoted default and heavy), in order to

evaluate the ability of models to generalize to traffic densities never experienced in training, as well as to study

the performance in different density settings. The first evaluation traffic regime, which is the one used during

training, introduces an expected one vehicle every 4 seconds in the network, while the second traffic regime

introduces twice as many per second on average.

Overcoming overfitting While methods are evaluated during episodes of more than an hour, they are trained

on shorter episodes of 500 seconds (§ 1.5.1). As more vehicles enter the network, congestion can therefore

increase past levels experienced during training (which again implies new traffic distributions) even in the

default traffic regime used during training. Since conditions differ between training and evaluation, the task is

very challenging and the learning of generalizable patterns and behaviors (policies) is key to perform in both

traffic regimes.

Results

IG-RL models We now refer to the group of methods using both IG-RL and action-correction as IG-RL

models, and highlight them in all following figures (green font). Means and medians of trip durations, reported

in Figs. 1.3 and 1.4, are lower when using IG-RL models, compared to other methods. Instantaneous total

delays, reported for every simulation step in Figs. 1.5 and 1.6, show that congestion increase is slower, and
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Figure 1.3: Distributions of trips durations: Default Traffic Regime | Synthetic Road Networks.

This figure presents the distribution of trips durations during test in the same traffic regime used for training. The vertical
axis is cut at MARL’s median trip duration for readability. Since every method is evaluated using the exact same trips,

for every method, we perform t-tests on the paired sample of: 1) The durations of the trips when using the given method
and 2) The durations of the trips when using G-IG-RL-V. The results of these paired t-tests suggest that G-IG-RL-V
significantly outperforms every other method, while the boxplots, means, and medians of trips durations suggest that

IG-RL models using action-correction outperform all other methods in general.

Figure 1.4: Distributions of trips duration: Heavy Traffic Regime | Synthetic Road Networks.

This figure presents the distribution of trips durations during test in the heavier traffic regime that was not experienced
during training. Results are again in favor of G-IG-RL-V and IG-RL methods in general. Performance gains are larger in

this setting compared to the default traffic regime. (Fig. 1.3
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Figure 1.5: Total Delay Evolution: Default Traffic Regime | Synthetic Road Networks

For clarity, this figure focuses on competitive approaches with lower delays (which stabilize early on). The delays for
Fixed-Time and MARL continue to increase and do not converge within an hour. A complete version of this figure is

provided as supplementary material (§ ??).

recovery7 is faster using IG-RL models in both traffic regimes. In addition, in the default traffic regime, these

methods reach the lowest steady-state in terms of congestion level.

G-IG-RL-V is the best performing method, with both the lowest trip-durations (Figs. 1.3 and 1.4), the

slowest congestion increase and the fastest recovery (Figs. 1.5 and 1.6). In addition, distributions of paired-

trips-durations differences, between every method and G-IG-RL-V, reported in Fig. 1.7 and 1.8, show that

a large majority of trips are completed faster using G-IG-RL-V. In the default traffic regime, some trips are

delayed by up to a thousand seconds when using MARL or Fixed-Time. In comparison, no trips are delayed

by more than a hundred seconds under the G-IG-RL-V policy. In the heavy traffic regime, the conclusions are

similar, with even higher differences compared to other methods. Fig. 1.7 and 1.8 also show that in addition to

improving average performance, G-IG-RL-V tends to distribute delay in a more equitable way than any other

method (numerous extreme delays are avoided and replaced by a few shorter delays).

7Recovery refers to the speed at which delay decreases after the simulation reached 1 hour and no additional trips are generated.

26



Figure 1.6: Total Delay Evolution: Heavy Traffic Regime | Synthetic Road Networks.

Figure 1.7: Differences of Paired Trips Durations (compared to G-IG-RL-V): Default Traffic Regime | Syn-
thetic Road Networks

This figure presents the histogram of the differences of paired trips durations (§ 1.5.1) between G-IG-RL-V and each
other method. Evaluation involved the same traffic regime as used in training. Positive values indicate trips which were

completed faster using G-IG-RL-V than the compared method. Negative values indicate trips which were completed
faster using the compared method than G-IG-RL-V. Medians, means, and confidence interval for means of the

differences are also reported. All these results show that when using G-IG-RL-V, trips tend to be completed faster.
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Figure 1.8: Differences of Paired Trips Durations (compared to G-IG-RL-V): Heavy Traffic Regime | Synthetic
Road Networks

This figure reports the same metrics as Fig. 1.7, but the evaluation uses the heavier traffic regime not experienced during
training. Results are again in favor of G-IG-RL-V, with larger differences against all compared methods than under the

default traffic regime. In addition, extreme delays are avoided when using G-IG-RL-V.

G-IG-RL-L and S-IG-RL-L A key finding emerges from comparing G-IG-RL-L and S-IG-RL-L. Even

though their performance is similar in the default regime, G-IG-RL-L outperforms S-IG-RL-L in the heavy

regime. This shows that G-IG-RL enables the efficient learning of transferable patterns, and that learning from

a variety of road networks is key to enable generalization to new traffic regimes. This result further emphasizes

the limits of training any policy, whether it is a single policy in the context of centralized RL or multiple policies

in the context of MARL, on a single road architecture. (Recall that allowing for modelling different sets of train

and test networks is one of our key contributions.)

IG-RL-V and IG-RL-L G-IG-RL-V outperforming other methods in both traffic regimes highlights the

flexibility of the GCN to exploit a finer level of granularity (i.e., data sensed at the vehicle level). However, G-

IG-RL-L and S-IG-RL-L being the second bests (ex-aequo) performing methods in the default traffic regime,

and G-IG-RL-L being the second best performing method when generalizing to a heavier traffic regime, we can

conclude that IG-RL can also perform well with demand sensed at the lane level. As the comparison between

S-IG-RL-V and S-IG-RL-L leads to the same conclusion as the one between G-IG-RL-V and G-IG-RL-L, we

did not include S-IG-RL-V in this paper to improve readability.
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Action-Correction The performance of G-IG-RL-L(n-c) shows that removing action-correction (§ 1.5.1) has

an important negative impact on performance and generalization to the heavy traffic regime, with trips lasting

longer, congestion increasing faster, and recovering slower than every other IG-RL-based method.

MARL-IQL MARL-IQL is the worst performing model (it is even outperformed by the fixed-time baseline).

We hypothesize that two reasons explain its performance:

• Overfitting: As mentioned in § 1.5.4, the current experiment is very challenging with respect to overfitting

in both traffic regimes. During training, we observed that MARL-IQL largely outperforms the Fixed-

Time policy, and its performance is both: 1) on par with the performance of the Max-moving-car heuristic

(Greedy) policy, and 2) much closer to the performances of other learned models as compared to the

gap in performance at test time. This observation suggests that policies learned by MARL-IQL do not

generalize well to new demand and traffic distributions.

• Nonstationarity: As described in § 1.2.1, nonstationarity is a key reason for instability in MARL. It is no

surprise that naively applying deep neural networks to MARL-IQL can lead to subpar performance. Note

that this is the case even though we use an improved version MARL-IQL (§ 1.5.3). In Chu et al. (2019),

for instance, a MARL-IQL method performed significantly worse than all other formulations, including

one based on vanilla linear regression.

Conclusions This experiment highlights that IG-RL’s 1) parameter-sharing (§ 1.4.2), 2) training schemes

(§ 1.4.2), and 3) vehicle-level-demand representation (§ 1.5.2) are key to its performance. The first is observed

when comparing MARL-IQL to IG-RL models (parameter sharing distinguishes S-IG-RL-L from MARL-IQL

as stated in § 1.5.3). The second is shown by the performance of the G-IG-RL models (especially in the heavy

traffic regime). Further, training all parameters with a variety of experiences (from multiple intersections using

S-IG-RL and even multiple road networks using G-IG-RL) and avoiding overparameterization helps IG-RL

prevent overfitting (a key challenge in this experiment as stated in § 1.5.4). We hypothesize that this variety also

marginalizes out nonstationarity (§ 1.4.2). Finally, comparison of G-IG-RL-V and G-IG-RL-L demonstrates

the third highlight.
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1.5.5 Experiment 2: Transfer and Scaling to Manhattan

Description

In this experiment the target network is Manhattan (Fig. 1.9), which involves 3,971 TSCs, some complex

intersections being managed by several TSCs, and 55,641 lanes. This network provides a testbed for evaluating

the generalization and scaling properties of G-IG-RL approaches.

Figure 1.9: Manhattan road network.

Training MARL based methods on that many intersections would imply massive time (running the cor-

responding simulations) and memory (storing and training one model per intersection) resources. Training

S-IG-RL would enable the use of a constant number of parameters, but gathering the amount of experience
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required for RL on such a large road network would not be possible in a reasonable time with the simulator and

computational resources that we use. Since it can leverage zero-shot transfer (i.e. no additional training) and

keep the number of parameters constant, G-IG-RL, which is trained on a set of small networks as described

earlier, is the only learned method usable in this large-scale context.

For a given road network, G-IG-RL-L requires fixed computational time, while both the computational

time and memory requirements of G-IG-RL-V increase linearly with the number of vehicles in the network.

Considering the size of the experiment, even though we expect G-IG-RL-V to perform better than G-IG-RL-L

considering the results of the previous experiment, we only evaluate the latter.

Evaluating methods on this large network is more computationally demanding compared to Experiment 1.

Every method is only evaluated on 5 instances of randomly generated traffic for a fixed duration of one hour and

run using a single traffic regime which introduces a vehicle every second in the network. Compared with what

G-IG-RL experienced during training, and what was evaluated in Experiment 1, adding a vehicle every second

in a network as large as Manhattan leads to light traffic density which increases in certain areas as vehicles enter

the network following asymmetric distributions based on a given random seed. Waiting for all trips to end in

a large network would mean prolonging the duration of some simulations in an unreasonable way, considering

that some trips might require a lot of time to be completed. For computational concerns, episodes end after an

hour. We report aggregated results, but trips cannot be compared via pairing, as done in Experiment 1, without

introducing bias.

Results

A first result is the bare fact that by using G-IG-RL-L, the 3,971 traffic signal controllers are operable, using a

single GPU, and a model involving only 11,076 parameters. In addition, we can see that the total instantaneous

delay, measured at every time step and reported in Fig. 1.10, shows that G-IG-RL outperforms baselines which

can scale to Manhattan, in terms of the slowest congestion increase and the lowest congestion-level steady-

state. Furthermore, it confirms the ability of IG-RL to generalize to different (here lighter) traffic regime than

experienced in training. These results demonstrate that using synthetic randomly generated road networks

for training is a viable and efficient way to learn policies that can transfer well to real road networks. This

evaluation setting is similar in spirit to what is done in sim2real for robotics (Sadeghi et al., 2018; Akkaya

et al., 2019).
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Figure 1.10: Total Delay Evolution: Light Traffic Regime | Manhattan Island

As all simulations are running on the same road network, and the fixed time controls of many intersections are
synchronized, the local delays are highly correlated across intersections and across simulations under this method, hence

the periodic pattern.

1.6 Complexity

In this section, we discuss time complexity of IG-RL with respect to :

1. Preprocessing states and building the computational graph required to perform convolutions.

2. Training & Evaluation under the settings described in the manuscript

3. Scaling & Transfer

1.6.1 Building the computational graph

The computational graph is the preprocessed/network representation of the state of the environment at a given

timestep. It is on this graph that convolutions are performed to obtain Q-values. There are two ‘parts’ in the

computational graph: The 1st part is the fixed part (the architecture of the road network which does not evolve).

It includes TSC nodes, connection nodes, lane nodes, and the lane length feature for all lanes. This part is only

built once per road network (no need to update it). The 2nd part is the dynamic part. It includes vehicle nodes,

and most node features (see § 1.4.2. This is the part that is updated every timestep.
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1.6.2 Training & Evaluation

To run the experiments presented in the manuscript, we used 2 GPUs (RTX 2080Ti, Memory : 11GB) for

training and 1 for evaluation, and a single CPU (AMD Ryzen Threadripper 2950X) for both training and

evaluation.

Synthetic road networks

As mentioned in 2.5.1 : Experiments - General Setup - Robustness, to ensure the robustness of our conclusions,

every experiment, including both training and evaluation, is repeated 5 times using different seeds. We now

provide average estimates (over these 5 instances) of the required time to complete training and evaluation steps

for IG-RL (once).

Table 1.2: Durations on synthetic road networks

Architecture IG-RL-L IG-RL-V
Training Specialist Generalist

mean (min) 69.54 66.97 79.6
std dev 6.07 0.48 1.09

Table 1.3: Training (5 runs)

Architecture IG-RL-L IG-RL-V
Training Specialist Generalist

mean (min) 4.29 4.27 5.24
std dev 0.38 0.40 0.66

Table 1.4: Evaluation (5 runs)

IG-RL-L Vs. IG-RL-V

• IG-RL-L does not use vehicle nodes. For this reason, the graph will only be built once (all nodes are

fixed) and only features will need to be updated between timesteps. Message-passing complexity is

constant between timesteps (does not vary with demand) for this version, hence the lower training and

evaluation durations.

• IG-RL-V uses vehicle nodes. For this, reason, the graph needs to be updated at every timestep. Fea-

tures must also be updated. Message-passing complexity increases linearly with the number of vehicles

(between timesteps) for this version, hence the longer training and evaluation durations.

Generalist Vs. Specialist The training duration of G-IG-RL(L and V) has relatively low variability because

of the variety of road network architectures used to train it. In comparison, the single road network architecture

used for S-IG-RL can have a significant impact on training duration.
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Manhattan road network

To build the Manhattan road network and all included objects, we imported all road network data/details from

OpenStreetMap on SUMO. We generate traffic/demand using the same method that is described in the 1st

experiment (§ 1.5.1).

For the corresponding experiments, we completed all 5 evaluation runs simultaneously (in parallel). Com-

pleting the evaluation scenario described in Experiment 2 for G-IG-RL-L took ∼23 hours and 30 minutes.

1.6.3 Scaling & Transfer

Scaling (number of intersections)

Every intersection operates independently (in a decentralized fashion). Both the construction of the computa-

tional graph and the message-passing can be performed independently as well. Consequently:

• The total computational cost of both the construction of the computational graph and message passing

scales linearly with the number of intersections (assuming intersections have architectures of comparable

complexity).

• Control of all TSCs can be parallelized (performed independently).

Transfer complexity

Where other methods would require to re-train from scratch on any new intersection and/or road network,

requiring many experiences and substantial training for any new setting, one of the main advantage of G-IG-

RL is the ability to make training time independent of the applications of the model after it is trained.

1.7 Algorithm (pseudocode)

In this section, we provide a pseudo-code which describes how the gathering of experiences and the training of

the model are orchestrated.

1.7.1 Interaction with SUMO

SUMO’s Traffic Control Interface (TraCI) enables retrieving values of simulated objects and manipulating their

behavior "on-line". Simulation processes run multiple instances of SUMO in parallel and are used to both 1)
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gather experiences for training and 2) perform evaluation.

Interaction with SUMO for IGRL

At every timestep t of a given episode (on a given simulation process), data retrieved using TraCI constitutes

the current state (st) of the environment/road network (and therefore the state of every included MDP). This

data is preprocessed into a network Gst (nodes, node embeddings/features, and edges) on which we perform

graph convolutions to obtain the Q-values for every TSC (§ 1.4). For every TSC, the action with the highest

predicted Q-value is selected and fed back to SUMO to compute/obtain the next state. Exploration is enabled

by the use of a noisy fully connected layer (§ 1.4).
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Algorithme 1 : Training IG-RL (with double Q-Learning)
Input : M : Total number of steps per simulation process

Input : T : Episode duration

Input : J : Number of training iterations per training epoch

Input : N : Batch size

Initialize Q-Network (GCN + noisy fully connected layer) with random weights θ

Initialize target Q-Network with θ
′
= θ

Initialize replay buffer R

do in parallel

Simulation processes (gathering experiences by interacting with SUMO) :
m=0

while m<M do
Generate and start episode (road network and trips)

Build the root computational graph Groot corresponding to the empty road network (§ 1.6.1)

Observe initial state s1

for t=1,T do
Update Groot to obtain the current computational graph Gst (§ 1.6.1)

Select action at = argmaxaQθ (Gst ,a)

Execute action at , observe reward rt and new state st+1

m = m + 1
Send all transitions from the episode (Gst ,at ,rt ,Gst+1) to the training process

Terminate simulation process

Training process (training the Q-Network) :

while simulation processes are not all terminated do

for each simulation process do
Verify if new transitions are available and store them in R

for j=1,J do
Sample a random minibatch of N transitions from R

Set double Q-Learning target, yi = ri + γQθ (Gst+1 ,argmaxa′Qθ
′
(Gst+1 ,a

′))

Update Q-Network (θ ) by minimizing the loss : L =
1
N

∑(yi−Qθ (Gst ,at))

Update target Q-Network with θ
′
= θ

Send updated θ to simulation processes
Save Q-Network (θ )
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1.8 Conclusion

We introduce IG-RL, a reinforcement-learning trained method that leverages the flexible computational graphs

of GCNs and their inductive capabilities (Hamilton et al., 2017) to obtain a single set of parameters applicable

to the control of a variety of road networks. Experiments show that training using small-synthetic networks

is enough to learn generalizable patterns, which in turn enables zero-shot transfer to new road networks, as

well as new traffic distributions. Experiments also show that IG-RL outperforms MARL-IQL, as well as both

dynamic heuristics and fixed-time baselines. Further, generalizability over architectures, which emerges from

a generalist IG-RL (G-IG-RL), helps improve performance and generalization to new regimes of traffic. In

addition, we showed that the flexibility of GCNs enables a flexible representation of the road network. Demand

and structure can be represented and exploited in various ways, at their finest level of granularity, no matter the

evolution of the number of entities nor their respective locations in the road network.

Future work IG-RL opens a path for the following future works: 1) The flexibility of GCNs could be key

to the optimization of multi-modal transportation. We represent vehicles as nodes in IG-RL-V and we could

experiment with alternative types of nodes such as pedestrian nodes (for pedestrian-aware ATSC as proposed

in (Liang et al., 2020)), cyclist nodes, and many more, to ensure that traffic signal control accounts for all road-

users. 2) In this work, the reward function used for every MDP focuses on local queues (Equation 1.2). In such

a setting, coordination between MDPs is limited, and a shallow GCN is able to perform well since local infor-

mation is sufficient. Evaluating whether the use of additional coordination mechanisms can further improve

global performance could be an interesting avenue for future work. One way of addressing coordination, in the

context of more global reward functions, would be to perform message passing on longer network distances by

adding more layers to the GCN, or by adding recurrent mechanisms to it as done in Zhang et al. (2018). 3) The

present work assumes data availability but some events (e.g. sensor failures) could generate various types of

missing data. Evaluating IG-RL’s robustness under several missing data mechanisms may constitute the object

of future studies.
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Chapter 2

Model-Based Graph Reinforcement Learning for

Inductive Traffic Signal Control

François-Xavier Devailly, Denis Larocque, Laurent Charlin

Abstract

Most reinforcement learning methods for adaptive-traffic-signal-control require training from scratch to be ap-

plied on any new intersection or after any modification to the road network, traffic distribution, or behavioral

constraints experienced during training. Considering 1) the massive amount of experience required to train

such methods, and 2) that experience must be gathered by interacting in an exploratory fashion with real road-

network-users, such a lack of transferability limits experimentation and applicability. Recent approaches enable

learning policies that generalize for unseen road-network topologies and traffic distributions, partially tackling

this challenge. However, the literature remains divided between the learning of cyclic (the evolution of con-

nectivity at an intersection must respect a cycle) and acyclic (less constrained) policies, and these transferable

methods 1) are only compatible with cyclic constraints and 2) do not enable coordination. We introduce a new

model-based method, MuJAM, which, on top of enabling explicit coordination at scale for the first time, pushes

generalization further by allowing a generalization to the controllers’ constraints. In a zero-shot transfer setting

involving both road networks and traffic settings never experienced during training, and in a larger transfer

experiment involving the control of 3,971 traffic signal controllers in Manhattan, we show that MuJAM, us-

ing both cyclic and acyclic constraints, outperforms domain-specific baselines as well as another transferable

approach.



2.1 Introduction

Adaptive-traffic-signal-control (ATSC) aims at minimizing traffic congestion which gives rise to a plethora

of environmentally and socially harmful outcomes (Schrank et al., 2012; Barth and Boriboonsomsin, 2008;

Schrank et al., 2015). Reinforcement learning (RL), via trial-and-error, of ATSC policies, is popular to move

beyond heuristic-based approaches which rely on both manual design and domain knowledge (Hunt et al., 1981;

Lowrie, 1990). Multi-Agent RL (MARL) in particular, promises scalability of RL approaches by dividing

control among intersections, but has mainly been restricted to training specialist agents which can only be

applied on the exact road-network-topology, traffic distribution, and under the same constraints as experienced

in training (see § 2.2). This lack of transferability, combined with notorious data inefficiency of these methods

(i.e. the need to gather a massive amount of experience in order to train RL policies) (Wei et al., 2019b) poses a

challenge to real world applicability as the social acceptability of prolonged exploration via interaction with real

road-network-users remains questionable. Furthermore, most MARL-ATSC approaches sacrifice coordination

ability between agents (see § 2.2).

2.1.1 Contribution

Model-based RL (MBRL), which explicitly models the dynamics of the environment tend to both outperform

model-free RL (MFRL) in complex planning tasks and enable better sample efficiency (Silver et al., 2017;

Schrittwieser et al., 2020). We introduce joint action modeling with MuZero (Schrittwieser et al., 2020),

MuJAM, a new family of MBRL approaches for RL-ATSC which models dynamics of the ATSC environment

at the lane level using a latent space.

Inherited Capabilities

Most neural-network architectures do not enable dealing with changing number of inputs and state dimension-

ality. For this reason, in a traffic scenario where various types of entities such as cars enter, move inside of, and

leave the network, these methods do not enable full granularity exploitation. Instead of using loop sensor in-

formation and resorting to manual and arbitrary aggregations, flexibility in the computational graph offered by

graph convolutional networks (GCNs) enables the exploitation of available data at its finest level of granularity

(e.g., at the vehicle level) (Devailly et al., 2021). These approaches leverage inductive capabilities of GCNs to

enable transfer, with no additional training, to new intersections and traffic distributions. This in turn translates

into massive scalability as demonstrated in related MFRL approaches (Devailly et al., 2021).
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On top of these inherited abilities, MuJAM outperforms its MFRL peers and offers, the following advan-

tages:

Acyclic-Inductive-Graph RL

RL-ATSC remains divided between the learning of cyclic and acyclic policies (Wei et al., 2019b). This comes at

a cost for urban-mobility-planning as experimentation with different constraints systematically requires retrain-

ing using a different approach. Even transferable approaches are limited in this regard. Only when the policy

consists in switching to the next phase or remaining in the current phase (using cyclic constraints) does the

action space remain binary and identical across intersections. For this reason, methods which aim to generalize

over road-network architectures and traffic distributions are limited to the use of cyclic constraints (Devailly

et al., 2021). MuJAM enables the use of transferable approaches, which were limited to cyclic constraints until

now (see § 2.2), with acyclic constraints. Policies under the latter, looser type of constraints, typically perform

better.

Constraint-Agnostic ATSC

MuJAM pushes generalization ability further and a unique instantiation of this model can generalize over con-

straints and be used, for instance, with both cyclic or acyclic policies on any new intersection. This additional

level of generalization and transferability is intended to ease urban-mobility-planning by limiting the costs of

experimentation and application.

Coordination at scale

It enables explicit joint action modeling at scale for the first time (see § 2.2)

Data efficiency

A) Improved Exploration: We adapt recent MBRL approaches to enable more efficient exploration which trans-

lates into better data efficiency as we gather more relevant signal with fewer interactions with the environment.

B) Sample Efficiency: One of the main motivations behind MBRL is the ability to facilitate learning and reach

better sample efficiency by leveraging a model of the dynamics of the environment. MuJAM does enable

greater sample efficiency compared to related approaches.

To test our claims, we introduce and evaluate various instantiations of MuJAM (and perform ablation

studies) on zero-shot transfer settings involving road networks and non-stationary traffic distributions both
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never experienced during training, and show that our various instantiations outperform trained-transferable and

domain-specific baselines

2.2 Related Work

2.2.1 Scalability

Even though some works propose to control a few intersections using a single agent (Casas, 2017; Prashanth

and Bhatnagar, 2011), the explosion of both state and action space dimensionalities with the number of inter-

sections limits the scalability of such approaches. MARL-ATSC aims at making RL scalable by decentralizing

control (El-Tantawy and Abdulhai, 2010; Abdoos et al., 2011; El-Tantawy et al., 2013; Khamis and Gomaa,

2012; Steingrover et al., 2005; Salkham et al., 2008; Van der Pol and Oliehoek, 2016; Arel et al., 2010; Balaji

et al., 2010; Aslani et al., 2018; Pham et al., 2013; Kuyer et al., 2008; Zheng et al., 2019; Xiong et al., 2019;

Nishi et al., 2018; Wei et al., 2019a; Xu et al., 2013; Khamis et al., 2012; Aslani et al., 2017; Chu et al., 2019;

Iša et al., 2006; Wiering et al., 2004b; Wiering, 2000; Zhang et al., 2019; Mannion et al., 2016; Wiering et al.,

2004a). However, an increase of parameters leads to an explosion of costs (computational power, memory, and

data requirements) with the number of intersections, which hinders scalability. Parameter sharing in MARL

methods (Devailly et al., 2021; Zang et al., 2020; Zheng et al., 2019; Wei et al., 2019a; Chen et al., 2020; Wang

et al., 2019) has enabled far greater scalability (up to a thousand controllers). Such methods usually rely on

GCNs. Transfer learning is a promising way to reach even further scalability while drastically diminishing the

training requirements. To limit the quantity of experience required to training under a new setting, Zang et al.

(2020) uses meta-learning, and Devailly et al. (2021) achieves zero-shot transfer from small synthetic networks

to massive real world networks using GCNs’ inductive capabilities.

2.2.2 Coordination

Most MARL approaches for ATSC methods offer either no means of coordination between intersections, or

only the ability to communicate (El-Tantawy and Abdulhai, 2010; Nishi et al., 2018; Zhang et al., 2019; Wei

et al., 2019a; Devailly et al., 2021; Arel et al., 2010). Joint action modeling is challenging because of the

non-tractability of exploding action spaces. Some approaches do tackle joint action modeling on small road

networks (El-Tantawy et al., 2013; Kuyer et al., 2008; Van der Pol and Oliehoek, 2016; Xu et al., 2013).
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2.2.3 Data Efficiency & Model-Based RL

One of the main challenges to real-world applicability of RL-ATSC is the notorious data inneficiency of RL

algorithms. This data inefficiency can be decomposed into 2 sub-challenges 1) Exploration: Guiding the col-

lection of experiences to gather insightful observations/transitions in as few interactions with the environment

as possible. 2) Sample Efficiency: Learning from the collected observations/transitions as efficiently as pos-

sible. Despite the fact that one of the main appeals of model-based RL (MBRL) is precisely to improve the

latter, only a few works have explored such approaches for ATSC (Salkham and Cahill, 2010; Khamis et al.,

2012; Wiering, 2000; Wiering et al., 2004a; Steingrover et al., 2005; Khamis and Gomaa, 2012; Wiering et al.,

2004b; Kuyer et al., 2008), and this research avenue has not brought much attention since the early 2010s.

2.3 Background

2.3.1 Model-Based Reinforcement Learning

Sequential decision making can be framed as a Markov decision process (MDP). An MDP is defined by: S a

set of states, A, a set of actions, T , a transition function defining the dynamics of the system (the probabil-

ities of transitioning from a state to another state given an action), and R, a reward function defining utility

(i.e. performance w.r.t. the underlying task). Solving an MDP means finding a policy, π , which maximizes

the expected accumulation of future value (discounted by a temporal factor γ): Rt = ∑
∞
k=0 γkrt+k+1 where rt

represents the reward experienced at time step t. RL is a popular framework to solve MDPs via trial-and-error.

When the learning of value and transition functions are confounded, RL is said to be model-free. Alternatively,

MBRL approaches explicitly leverage transition dynamics to enable planning (i.e. simulating trajectories to

select promising ones up-front). In MBRL, models of the dynamics which are perfectly known in advance can

be provided to the RL method. This, combined with tree search (TS)1 planning, has enabled AlphaZero to

reach superhuman performance in complex planning tasks such as Chess, Shogi, and Go (Silver et al., 2016,

2017). However, in most real-world environments, dynamics are complex and unknown and must be learned.

Learning transition functions (i.e. st+1 =T (st ,at)) in high dimensional state spaces is expensive and challeng-

ing as the performance of MBRL approaches significantly lagged that of MFRL approaches in corresponding

tasks (Schrittwieser et al., 2020). Recent approaches aim to include implicit feature selection and dimension-

ality reduction by planning in a value-equivalent-latent-space, instead of planning in the original state space of

1Tree search is an heuristic planning method simulating many roll-outs by randomly sampling the search space to identify and
analyze the most promising actions.
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the MDP (Oh et al., 2017a; Schrittwieser et al., 2020). In other words, a dynamic model learns, given a starting

state, 1) to map the original state space to a latent (vectorized) space and 2) to simulate trajectories in this latent

space under the only constraint that the prediction of value-related quantities based on the latent space must

match those observed in the real state-space. Such approaches have 2 main advantages: 1) The dynamics model

can ignore all dynamics unrelated to the task at hand (dynamics which do not influence value-related metrics),

2) computations are projected into a latent vectorized space instead of predicting (usually reconstructing) high

dimensional states such as images. With these advances, MuZero (Schrittwieser et al., 2020) matches the per-

formance of MBRL algorithms in their favored domains (complex planning tasks) and outperforms MFRL

algorithms in their favored domains (states involving high dimensional state spaces).

2.3.2 Heterogeneous Graph Convolutional Networks (GCNs)

Graph convolutional networks consist in stacking convolutional layers to recursively aggregate transformations

of neighborhood-information in a graph (Kipf and Welling, 2016). As a message passing framework, GCNs

enable the learning and exploitation of nonlinear patterns involving both structural and semantic (nodes and

edges features) signal. Their extensions to heterogeneous graphs (with multiple types of nodes and edges),

Heterogeneous GCNs or HGCNs (Schlichtkrull et al., 2018), work by applying the following message-passing

equation on every node, at every layer:

n(l)i = f
(

∑
eεE, jεNe(i)

Wle ·n
(l−1)
j

)
(2.1)

where nl
i is the embedding at layer l of node i, f is a non-linear differentiable function, Ne(i) is the immediate

neighborhood of node i in the graph of relation type e, E is the set of relation types, and Wle is the lth layer’s

weight matrix for message propagation corresponding to a relation of type e. Parameters are typically learnt

by backpropagation of an error obtained using nodes embeddings. For simplicity, we will refer to HGCNs as

GCNs for the rest of the paper.

2.3.3 ATSC Decision Process

Decision Process

The decision process consists in the simultaneous and coordinated control of all TSCs in a given road network.
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State

The state of a road network comprises 1) connectivity: the status of all existing connections between lanes at

intersections, and the status of their respective controllers’ constraints, and 2) demand: vehicles positions and

speeds. State information is encoded using vector representations which qualify nodes and edges of the GCN.

(see 2.4.3).

Action

The joint action at a given time step, is a combination of local actions, each consisting in the selection of a

legal2 phase among all legal phases. Once a phase is selected to be the next phase, one of two things happen:

If the selected phase is the current one, then no switch is performed. On the other hand, if the selected phase is

different from the current phase, the chosen phase becomes the target phase and the switch to this target phase

begins. If an intermediary phase involving yellow lights is required (e.g. if some lights are green in the current

phase and will be red in the destination phase), then this intermediary phase is enforced for a fixed duration

before activating the destination phase.

Transition constraints

A TSC can only select a phase different from the current one after a minimum duration has passed. All

intermediary phases involving yellow lights last for a fixed duration. If a TSC is under cyclic constraints, then

it can only select the current phase or the next phase in the cycle. If a TSC is under acyclic constraints, then it

can select any legal phase.

Reward

The reward is the negative sum of local queues lengths.3

Step

The duration of each step is one second.

Episode

Episodes can either end after all trips are completed, or after a given amount of time.
2A legal phase is a phase which can be selected by a TSC at a given time step according to this TSC’s constraints
3A vehicle is counted in a queue if it is stopped at a maximum of 50 meters of the intersection
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2.4 MuJAM

Our new family of approaches for RL-ATSC builds upon inductive-graph-reinforcement-learning (with GCNs)

and models dynamics of the ATSC environment using a latent space to facilitate the combination of MBRL and

GCNs. Modeling is decentralized at the level of lanes and performed jointly for all lanes in the road-network

to enable full coordination (joint action modeling).

2.4.1 Dynamics Model

We distinguish two parts of environmental dynamics in the ATSC MDP.

1. Connectivity dynamics are simple and known in advance. If a given action is taken, connectivity (e.g.

which connections between lanes at a given intersections will be opened) is influenced in a fully deter-

ministic and predictable way.

2. Traffic dynamics (i.e. the way vehicles behave under a given state of traffic and connectivity) are complex

and unknown.

Traffic dynamics have to be learned. MBRL with a learned dynamics model usually involves learning to

predict the next state conditioned on the current state and a given action. A challenge is that in the current

setting, states are complex graphs with varying number of nodes, connectivity, and features. All of these ele-

ments change from one time step to another (as vehicles move along the road network for instance). Learning

to predict such a complex object in a learnable/differentiable way is non trivial. It becomes even more chal-

lenging if planning has to be performed in real-time which is required for real-world ATSC. For this reason,

we use MuZero (Schrittwieser et al., 2020), which enables planning in a latent vectorized space by only using

value-related scalars as targets to learn the model.

Connectivity dynamics, on the other hand, are directly provided to the model as features in the GCN and

are manually updated during model-based-planning. Note that the model is informed of the type of constraints

used (via features in the GCN).

Our dynamics model is learned at the lane level. For planning, we start by obtaining an initial state represen-

tation for all lanes (a vector obtained using a GCN which aggregates information about structure, connectivity,

traffic, etc.). Then, to model a transition given an action, we 1) manually update features related to connectivity

dynamics in the GCN, 2) use the GCN to update representations (vectors) for all lanes, 3) predict rewards r and

long-term values estimates v (i.e. predicted future cumulative reward) for all lanes based on their respective
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vectorized representations. The final value-related metrics (r,v) associated to a given transition for the entire

road network is then simply obtained by summing all lane level estimates.

2.4.2 Coordinated priors for parsimonious planning

In a coordinated setting, the action space rapidly becomes intractable with the number of intersections. The

total number of actions at a given time step is ∏
n
i=1 |Ai| where n is the number of intersections and |Ai| is the

size of the action space for intersection i according to its current state. Even for a small road network of 20

intersections, modeling all transitions for a single time step (i.e. performing an exhaustive search of the first

layer of the TS) could require querying our GCN-based-dynamics-model more than a million times. Instead,

we sample the action space parsimoniously. To do so, we adapt the TS sampling strategy proposed in Sampled

MuZero (Hubert et al., 2021) to a coordinated setting. Namely, we train a prior multilayer perceptron (MLP) φ

to predict, at the intersection level, the local action which will be part of the best coordinated set (according to

the results of the TS).

Local priors

Logits are obtained using φ on phase nodes representations, and used to define multinomial distributions with

parameters: pi = exp(li)/∑ jεA exp(l j), where pi is the probability of sampling action i, A is the set of actions

(i.e. legal phases) for the TSC at the current state, and li is the logit corresponding to action i. Each of these

distributions can be used to sample local actions (i.e. actions for each TSC),

Best coordinated set

A TS is used to identify the best coordinated set of actions among all candidate sets. To sample a candidate set,

a local action is sampled for all intersections using the local multinomial distributions. The best candidate set

(joint action a) is the one maximizing: ∑iεL ri + γ.vi, where L is the set of all Lanes, ri is the predicted reward

for the transition T (s,a)→ s′, and vi is the estimated (via TS) long term value for state s′ (i.e. the state reached

after taking action a).

Improving priors

To train φ , local actions are extracted from the best coordinated set and become training targets. As training

progresses, local priors increasingly favor the sampling of local actions belonging to the best joint action set,

improving TS estimates, which in turn improve priors in a positive feedback loop.
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Predicting local actions belonging to the best coordinated sets based on neighborhing information (i.e.

using representations obtained from the GCN) makes our model-based approach scalable as it can then be used

with an arbitrary planning budget. In the extreme case of null budget (i.e. no TS), actions can still be selected

by acting greedily with respect to these learned "coordinated priors". In other words, we can simply sample a

candidate set using the trained local priors without running a TS.

2.4.3 Architecture

Road-network objects are modeled as nodes in the GCN. The 4 types of nodes are: vehicle, lane, connection4

and phase.5 The main difference between the GCN architectures of IG-RL (Devailly et al., 2021) and MuJAM

is that the latter uses one node per phase whereas the former uses a single node to represent the controller. The

types of edges6 are:

• Edge linking the node of a vehicle to the node of a lane it is currently on.

• Edge linking the node of a lane to the node of another inbound lane

• Edge linking the node of a lane to the node of another outbound lane

• Edge linking the node of a connection to the node of its inbound lane

• Edge linking the node of a connection to the node of its outbound lane

• Edge linking the node of a connection node to the node of a phase

Graph Features

Node and edge features are summarized in Tables 2.1, 2.2. Current speed represents the normalized current

speed of a vehicle (between 0 and 1: speed in km/h divided by the maximum allowed speed of 50 km/h),

Position on lane represents the relative location of a vehicle on a given lane (between 0 and 1, expressed as

a proportion of the lane). Length is the length of a lane in meters, Is open indicates if a given connection

is currently opened (i.e. green), Is yellow indicates if a given connection is currently yellow. Has priority

represents, when a connection is opened, if it has priority (i.e. if vehicles following a connection have priority

over vehicles following alternative connections at an intersection). Next switch open7 indicates if the connection
4A connection exists between two lanes if one can lead to the other given a state of connectivity.
5A phase defines a state (green/yellow/red) for all connections at a given intersection.
6Every type of edge uses its own set of parameters.
7Next switch open, Number of switches to open & Next opening has priority are set to -1 when using acyclic constraints
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Table 2.1: Node features

Node type Features

Vehicle (V) Current speed, Position on lane

Lane (L) Length

Connection* (C)
Constraints type, Time since last switch, Is open,
Is yellow, Has priority, Next switch open,
Number of switches to open, Next opening has priority

Phase (P) None

Table 2.2: Edge features

Edge type Features

V to L None

L to L Is inbound + all C features

L to C Is inbound + all C features

C to P Opens connection, Is legal

will be opened on the next phase of the cycle. Number of switches to open7 indicates, in the case of cyclic

constraints, in how many switches the connection will be opened (i.e. green). Next opening has priority7

indicates if the next opening of the connection has priority. Time since last switch is the number of seconds

since the last change in connectivity (switch) at the corresponding intersection. Is inbound represents whether

an edge (in the GCN) follows the direction of traffic (i.e. propagates information in the direction of traffic)

or follows the opposite direction of traffic (i.e. propagates information in the opposite direction of traffic).

Opens connection indicates, for a connection-phase pair, if the connection is opened (i.e. green) under the

corresponding phase. Is legal indicates if a given phase can legally be selected at the current time step.

Computational Graph & Propagation rules

Initial Representation: The initial representation for the road network aims at obtaining, for all lanes, a

representation of its current surroundings (connectivity and traffic). To obtain this representation, messages are

first propagated once along V-to-L edges to obtain a representation of demand on all lanes. Then, in order to

contextualize this representation, messages are propagated K (a hyperparameter) times8 along L-to-L edges.

Dynamics: Based on a representation st of the road network, and given a joint action at , to obtain the

8Every GCN layer uses its own set of parameters.
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representation of the next time step (as part of a simulated trajectory), we first manually update all C features

(on both nodes and edges) (see Tab. 2.1, 2.2). This informs the model of the evolution of connectivity dynamics

(i.e. the immediate impact of at). Then, we propagate messages alongside L-to-L edges K′ (a hyperparameter)

times8. This last step aims at modeling traffic dynamics between lanes based on the previous representation st

and updated connectivity features.

Value-related-metrics computation: For all lanes, reward (r) and value (v) estimates for a given time step

are obtained by feeding lane’s representation (i.e. L nodes embeddings) to 2 respective MLPs.

Prior computation: Given a representation of the road network (i.e. contextualized representations for

all lanes), messages are propagated once along L-to-C edges, and then once along C-to-P edges. For all

intersections, the obtained representations of legal phases nodes (i.e. nodes embeddings of phases which are

legally selectable at the corresponding time step) are independently fed to a MLP (φ ) and then normalized (per

intersection) using a softmax to obtain probabilities (i.e. the predicted local action distribution, used as prior

during planning).

Fig. 2.1 illustrates and describres a slice of the computational graph (i.e. how MuJAM models dynamics

and predicts value-related quantities and coordinated priors).

2.4.4 Planning with a tree search

At any given time step, in order to select a joint action, TS can be performed according to a predefined search

budget β (a hyperparameter). If β = 0, we sample an action per intersection using the local priors (distributions)

obtained from the representation of the current state (i.e. original node). The combination of these local actions

constitutes the joint action. Alternatively if β > 0, β trajectories will be simulated as part of the TS (trajectories

must not exceed the maximum search depth δ ).

Growing the tree

Inspired by the approach proposed in Hubert et al. (2021) we perform guided sampling of the action space. In

our coordinated setting, we use local priors, trained on coordinated targets and combine locally sampled actions

to form joint actions. As the number of possible actions 1) varies dramatically across time steps (because of

constraints) and across road networks 2) explodes exponentially with the number of intersections, we propose

the following progressive widening strategy for the TS: If samples < ((actions/C1)C2).(visitsC3) (where

samples is the number of sampled actions at the current node, actions is the number of selectable actions at the

current node, visits is the number of times the current node has been visited in the current TS, and C1,C2,C3
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Figure 2.1: Illustration of MuJAM’s model-based computational graph

For simplicity, we illustrate the computational graph under a cyclic policy. First, we obtain the current state
representation of all lanes by aggregating vehicle level information and propagating representations along connected

lanes. Then, we unroll our dynamics model β times by first manually updating connectivity-related features (i.e.
connectivity dynamics) in the GCN, and then propagating updated representations (i.e. modeling traffic dynamics) along

the updated edges. For both the initial representation and simulated steps: 1) value related metrics (ri,vi) are obtained
using MLPs on lanes’ representations, and these values are then summed to obtain network-level-estimates 2) local
priors are obtained using the second part of the GCN which first computes connections representations from their

respective inbound and outbound lanes’ representations, and then computes phases representations from the
representations of connections they control. For all intersections, final representations of all legally selectable phases
(current phase and next phase in the particular cyclic setting) are then fed to a final MLP and all outputs from a given

intersection are normalized using a softmax to get the final priors Φ (i.e. probabilities of selecting each phase).

are hyperparameters), then a new joint action is sampled using all local priors computed from the current

node representation. This new progressive widening strategy enables controlling the rate at which alternative

trajectories are evaluated at a given node based on the size of the action space at that node. For instance, this

enables ensuring that the width of the search increases (i.e. more actions are sampled) with the action space’s

size, ceteris paribus.

Exploring the tree

During the simulation of a trajectory, at a given node, an action is selected (i.e. a child node is selected) using

the following probabilistic upper confidence tree (PUCT) bound (Silver et al., 2016):

argmaxa

[
Q(s,a) + c(s).Φ(s,a)

√
Pvisits

1+Chvisits

]
, with c(s) = log((Pvisits +Cbase + 1)/Cbase)+Cinit where Pvisits

is the number of times the parent/current node was visited, Chvisits is the number of times the child node (i.e.
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corresponding action) was visited, Φ(s, a) is the joint prior (i.e. the probability of sampling the given joint

action obtained by the product of local probabilities), and Cbase,Cinit are hyperparameters. Additionally, as

done in Schrittwieser et al. (2020), we add Dirichlet noise to local priors of the source node to favor exploration

at the root of the TS.

Backpropagating values

When simulating a new transition (i.e. exploring a new node in the TS), the estimated value of the trajectory

is backpropagated along the TS. However, unlike in Monte Carlo TS (MCTS) where the estimated value of

starting from a given node is based on the average of the estimated values of trajectories simulated from that

node, in our experiments, we define it as the value of the best simulated trajectory, as it improved learning and

convergence speeds significantly in our experiments.

2.4.5 Training

MuJAM is trained end-to-end by backpropagation of prediction errors’ (on r,v, and Φ) using observed se-

quences of transitions and corresponding TS results.

Improving data efficiency

Targets for v and Φ are built using the result of TS when interacting with the environment. However, as pro-

posed in Schrittwieser et al. (2020), we continuously reanalyze episodes in the replay buffer to refresh TS

estimates using updated parameters. This is done to improve sample efficiency and training speed. Further-

more, to enforce exploration in the environment during training, instead of using independent noise at each

time step as done in MuZero, we use noisy networks (Fortunato et al., 2017) for the prior. More specifically,

the weights composing the layers of the MLP used for prior computation are defined as parameterized Gaussian

distributions. These weights are periodically re-sampled from these distributions. This adaptation of MBRL

enables coherent exploration as the behavior of consecutive time steps is nonlinearly correlated. In consistence

with Devailly et al. (2021), coherent exploration improved training speed and asymptotic performance in our

experiments.

2.4.6 Algorithms (pseudocodes)

This section provides pseudocodes used in MuJAM for both training and inference.
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Initial Representation

This algorithm transforms the graph representation of the current state of a given road networks and re-

turns an updated (contextualized) graph in which all lane nodes’ (L) embeddings have been updated by ag-

gregating surrounding state and structure information (i.e. surrounding lanes and vehicles) using the cor-

responding GCN layers. The embedding of a given lane node correspond to its latent state representation.
Algorithme 2 : Initial Representation

Input : K : Number of representation (contextualization) GCN layers

Input : G : Graph with nodes and edges corresponding to the current state of the road network(see § III-C)

Get initial lanes’ representations:

Represent local traffic (i.e. vehicles on a given lane):
Update all vehicle nodes (V) initial representations with current timestep information (i.e. current

position speed).

GCN-layer propagation(see Eq.1):

A) Propagate messages from V-to-L nodes using the 1st representation layer of the GCN.

B) Aggregate (sum) all messages received by a given lane node (L) to obtain it’s updated (isolated)

representation.

Contextualize representations using surrounding lanes’ representations:
GCN-layer propagation(see Eq.1):

for k← 1 to K do
A) Propagate messages from L-to-L nodes using subsequent representation (contextualization)

layers of the GCN.

B) Aggregate (sum) all messages received by a given lane node (L) to obtain it’s updated

(contextualized) representation.

Return z (the updated graph with contextualized latent representations of lane-nodes)
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Simulation (of a transition)

This algorithm takes 1) a contextualized graph representation of a state, in which lanes nodes’ embeddings

represent their respective current latent states, and 2) a joint set of actions (i.e. one action per intersection).

It first updates all connectivity features of the graph based on the joint action, and then updates lane nodes’

embeddings with the corresponding GCN layers.

Algorithme 3 : Simulation (of a transition)
Input : K′ : Number of dynamics GCN layers

Input : zn : Graph with contextualized-latent lanes’ representations (see § III-C)

Input : A : Joint Action (i.e. a set of local actions for all intersections in the road network)

Simulate transition by updating lane-nodes’ (L) representations:

Manually update connectivity features (see § III-A):
According to A (i.e. potential changes in connectivity):

A) Update all connection nodes’ (C) features B) Update all L-to-L and L-to-C edges’ features

Simulate transition according to updated connectivity:

for k← 1 to K′ do
A) Propagate messages from L-to-L nodes using dynamics layers of the GCN.

B) Aggregate (sum) all messages received by a given lane node (L) to obtain it’s updated

(simulated) representation.

Return zn′ (the graph with updated latent lanes representations).

Inferencevalue(r,v)

This algorithm takes a contextualized graph representation of a state, in which lanes nodes’ embeddings repre-

sent their respective current latent states, and predicts a reward and value per corresponding latent state (i.e. per

lane).

Algorithme 4 : Inferencevalue(r,v)
Input : L : The set of lanes in the road network

Input : z : Graph with contextualized-latent lanes’ representations (see § III-C)

Predict, per lane, transition-rewards (r) and states values (v):

for l εL do
rl,vl = w(lrep),q(lrep)

Return r,v
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Inferenceprior(Φ)

This algorithm takes a contextualized graph representation of a state, in which lanes nodes’ embeddings rep-

resent their respective current latent states. It first aggregates lanes representation to obtain representations of

connection nodes (C) and phase nodes (P), and then outputs logits per selectable phase. All logits correspond-

ing to the same intersection (i.e. selectable phases/actions) are then normalized using the softmax function

and the corresponding outputs define, for the multinomial distribution, probabilities of selecting corresponding

actions.

Algorithme 5 : Inferenceprior(Φ)
Input : z : Graph with nodes and edges with contextualized-latent lanes’ representations(see § III-C)

Input : U : The set of all intersections in the road network

Input : L : The set of lanes in the road network

Input : P : The set of all locally selectable phases in the road network

Predict, per intersection, the local action a corresponding to the best joint action A:
A) Propagate messages from L-to-C nodes using connection layers of the GCN.

B) Aggregate (sum) all messages received by a given connection node (C) to obtain its representation.

Get phases (i.e. local actions) representations:
A) Propagate messages from C-to-P nodes using phase|action layers of the GCN.

B) Aggregate (sum) all messages received by a given phase node (P) to obtain its representation.

for p εP do
logiti = φ(prep)

for u εU do
pi = exp(logiti)/∑ jεAu exp(logit j)(see § III-B)

Φu = Multinomial(pi,∀iεAu)

Return Φ
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Tree Seach

This algorithm defines how to first obtain, or update, for a given state s in the replay buffer, estimates of v, the

maximum future value starting from s, and A∗, the target local actions (for all intersections) corresponding to

the best joint (i.e. coordinated) action.

Algorithme 6 : Tree Search
Input : β : Number of transitions to be simulated in a given tree search (planning budget)

Input : C1,C2,C3 : Progressive widening hyperparameters

Input : Gst : Graph with nodes and edges corresponding to the current state of the road network(see § III-C)

Gather initial representation zinit from Gst (see Algo.2)

k = 0

while k<β do

Start new rollout at the root node:
n = ninit

Initialize Path (empty list)

Progressive widening (see§ III-B):

while samplesn ≥ ((actionsn/C1)C2).(visitsC3
n ) do

Extend the rollout with an existing node:

Select child node n′ (i.e. joint action A):

AεAn

[
Q(zn,A)+ c(zn).φ(zn,A)

√
Pvisitsn

1+Chvisitsn

]
Prepend n′ to Path

n = n′
Sample a new node (transition):

Sample A from Φn and create a new node n′

Simulate transition using (zn,A) to obtain zn′ (see Algo.3)

Infer rn′ and vn′ from zn′ (see Algo.4)

Infer Φ′n from zn′ (see Algo.5)
Backpropagate value along the completed rollout:

for n in Path do
valuen = maxAn ∑lεL rAn + γvAn

k = k+1
A∗init = argmaxAinit ∑lεL rAinit + γvAinit

Return zinit ,valueinit ,A∗init
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Training

This algorithm defines asynchronous processes used in training. Experience is gathered by interacting with the

environment in an exploratory fashion. Target values and target actions (v and A∗) are obtained (and updated)

using tree searches, and estimators are trained using gradient based optimization.

Algorithme 7 : Training
Input : T : Episode duration

Input : N : Batch size

Input : H : Training depth

Input : Stop : Stopping criterion (e.g. no improvement over a number of training or evaluation steps)

Initialize model (GCN & MLPs) with random weights θ

Initialize replay buffer D

do in parallel

Centralized process (enables asynchronous access to D from the other processes):

Self-play processes (gathering experiences by interacting with the environment) :

while not Stop do
Generate and start episode (road network and trips)

for t=0,T do
Build the graph corresponding to st , Gst

Get zinit ,valuet ,A∗t from running the tree search on Gst (see Algo.6)

Get Φnoisy using parameter noise in φ(zinit)

Sample an exploratory joint action At from Φnoisy

Execute At and observe (per-lane) rewards rt and new state st+1

Add all transitions (Gst ,At ,A∗t ,rt ,Gst+1 ,valuet ) to D

Simulation processes (continuous update of training targets with tree searches):

while not Stop do
Sample a random episode e from D

Sample a random step t from e

Update valuet ,A∗t in D by re-running the Tree Search (see Algo.6) with fresh parameters

Training process (training the simulator and actor) :

while not Stop do
Sample a random minibatch of N sequences of transitions of length H from D

Gather initial representations zt from Gst (see Algo.2)

loss = 0

for t→ t +H do
rpred
t ,vpred

t = In f ervalue(zt) (see Algo.4)

Φt = In f erprior(zt) (see Algo.5)

zt+1 = Simulate(zt ,At) (see Algo.3)

loss+= MSE_Loss(rpred
t ,rt)+MSE_Loss(vpred

t ,vt)+Cross_Entopy_Loss(Φt ,A∗t )

Backpropagate the loss to compute gradients and perform gradient descent based optimization.

Save model (GCN & MLPs weights : θ )
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2.5 Experiments

In our experiments, we use a zero-shot transfer setting proposed by Devailly et al. (2021) and inspired by other

transfer settings in RL (Oh et al., 2017b) (Higgins et al., 2017).

We compare the performence of instantiations of MuJAM and several baselines on both small synthetic

road networks and the road network of Manhattan. The following experiments demonstrate that:

• MuJAM enables both higher asymptotic performance and higher data efficiency

• MuJAM enables both the use of acyclic constraints (which typically enable better performance than

cyclic constraints) and the learning of policies that are agnostic to these constraints (i.e. perform well in

both settings).

• Joint action modeling contributes to the performance of MuJAM.

• MuJAM distributes delay between trips in a more equitable fashion.

2.5.1 General Setup

Network generation

Road networks are randomly generated (i.e. random connectivity and structure) using SUMO (Lopez et al.,

2018). The generated networks typically include between 2 and 6 intersections. The length of edges is between

100 and 200 meters, and between 1 and 4 lanes compose a given road.

Traffic generation

Traffic generation (i.e. the generation of trips) follows asymetric trajectory distributions (probabilities for a

trip to start and finish on any given lane in the road network) which are resampled every 2 minutes to ensure

non-stationarity.

Evaluation

We use the same networks and trips to evaluate all methods. Performance is evaluated using the instantaneous

delay, defined as: dt = ∑vεV (s∗v − sv)/s∗v , where s∗v = min(sv∗,sl), V is the set, at time step t, of all vehicles in

the road network, sv∗ is the maximum speed of a vehicle, sl is the maximum speed a vehicle can legally reach

considering the lane it currently is on, sv is the vehicle speed at time step t.
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Table 2.3: Hyperparameters

learning rate 1e-3 Cinit 1.25
ω 1e4 K 3
batch size 16 K′ 3
C1 5 γ 0.997
C2 0.5 δ 1
C3 0.5 β 50
Cbase 19652 optimizer Adam

Robustness

We run all experiments 5 times to ensure the robustness of our conclusions as random seeds influence network

and traffic generation, initial parameters’ values for learnable approaches, and exploratory noise during training.

2.5.2 Baselines

Fixed Time

The Fixed Time baseline follows SUMO default cyclic programs which is defined based on the structure of a

given intersection

Max-moving-car heuristic (Greedy)

This dynamic baseline aims to enable the movement of a maximum number of vehicles at any given time in

the spirit of the popular baseline MaxPressure (Varaiya, 2013) under a cyclic setting. To do so, it switches to a

next phase as soon as there are more immobilized vehicles than moving vehicles in lanes which are inbound to

the intersection. Otherwise, it prolongs the current phase.

IG-RL

This is the only learnt baseline for which zero-shot transfer to new road architectures and traffic distributions

is achievable. It consists in a GCN which gathers demand at the vehicle level and is trained via RL using noisy

parameters for exploration (Devailly et al., 2021).

MuJAM

For MuJAM, 50% of intersections used during training are under cyclic constraints and 50% are under acyclic

constraints to enforce generalization to these constraints. For MuJAM-C and MuJAM-A, all intersections used
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in both training and test are under the corresponding constraints (cyclic and acyclic, respectively). The suffix

NNL (no noisy layers) indicates that exploration in the environment was performed as done in the original

MuZero formulation (i.e. exploratory behavior is independent between 2 consecutive time steps), instead of

using noisy layers (which ensure coherence in exploratory behavior). The suffix NR (no reanalyze) indicates

that we use the default (more mainstream) instantiation of MuZero (Schrittwieser et al., 2020) which does

not periodically reanalyzes transitions to refresh training targets with updated parameters. Finally, for MuIM

(independent modeling), a TS is performed independently for each intersections instead of performing a joint

TS for the entire road-network. (i.e. joint-action-modeling is removed).

Training and hyperparameters

Training episodes last 10 minutes (simulation time). During training, performance is continuously evaluated

on a separate set of 10 road networks. If a method does not reach a higher average reward on this set for ω

steps, early stopping is enforced (i.e. training ends). For IG-RL, hyperparameters are the same as those used in

the original paper (Devailly et al., 2021). We now refer to all methods based on MuZero as Mu methods. For

Mu methods, hyperparameters are listed in Tables 2.3. and are either chosen according to other works or based

on computational constraints.

2.5.3 Experiment 1: Inductive Learning & Zero-shot transfer

Traffic is generated for the first 10 minutes (simulation time). On average, a vehicle is introduced every 4

seconds in a given road-network. Episodes are terminated as soon as all trips have been completed. As all

methods are evaluated using the same set of trips, they are paired together to study differences in delays. We

report paired t-tests and distributions of differences in delays, when compared to the best performing method

(MuJAM with acyclic constraints), in Fig. 2.2 and Fig. 2.4, respectively.

Model-based inductive learning

Mu methods enable lower trips delays (lower means, medians and quartiles) compared to all baselines, as shown

in Fig. 2.2. These methods also lead to higher asymptotic performance (i.e. lower average total delay after

training is completed) (see Fig. 2.3). With the only notable exception of MuJAM-NR-C, which is discussed later

in this subsection, Mu methods offer higher data efficiency as these methods start outperforming all baselines

early in training. This demonstrates that recent advances and successes in model-based RL on games (e.g.

Chess, Go, Atari games) can also be leveraged in the challenge of ATSC.
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Constraint Agnosticism

First, we observe that methods under acyclic constraints outperform methods under cyclic constraints as 1) the

distribution of trips delays (means, medians and quartiles) is the lowest for MuJAM with acyclic constraints

(see Fig.2.2) and 2) both data efficiency and asymptotic performance are better for MuJAM-A than MuJAM-C

(see Fig.2.3). Although this result is not surprising as the acyclic setting is less constraining than the cyclic

setting, it it the first time that an acyclic approach is transferable (with zero-shot transfer) to new road-network

and traffic distributions. Furthermore, the evaluation of our hybrid approach, MuJAM, under both cyclic and

acyclic constraints yields similar asymptotic performance compared to corresponding specialists formulations

(MuJAM-A and MuJAM-C). As show in Fig.2.3, it is slightly higher for acyclic constraints, and slightly lower

for cyclic constraints. This demonstrates the ability of MuJAM to generalize to constraints and the viability

of training a single agnostic method to tackle both a variety of road-network architectures, traffic distributions,

and behavioral constraints simultaneously.

Coordination

The ablation of coordination ability (i.e. MuIM-C) leads to a lower asymptotic performance when compared

to MuJAM-C (see Fig. 2.3). In fact this ablation makes MuIM-C one of the worst performing Mu methods.

This demonstrates that coordination ability (jointly maximizing performance for the entire road-network) can

improve performance compared to locally-greedy approaches (maximizing reward per intersection).

Data Efficiency

Removing coherence in exploratory behavior (i.e. MuJAM-NNL-C) leads to both a slower increase in perfor-

mance during training and a lower asymptotic performance when compared to MuJAM-C (see Fig. 2.3). This

ablation makes MuJAM-NNL-C the worst performing Mu method. This demonstrates that coherence in explo-

ration is key to both data efficiency and performance in RL-ATSC, confirming what was reported in Devailly

et al. (2021). Removing the ability to refresh training targets with updated parameters (i.e. MuJAM-NR-C)

negatively impacts asymptotic performance (see Fig. 2.3), although this method still remains the second best

performing Mu method under cyclic constraints. However, this ablation impairs data efficiency the most as

performance even lags behind IG-RL during the first 10k training iterations.
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Figure 2.2: Distributions of trips delays

This figure displays the distributions of total delays experienced per trip.

Performance Vs. Fairness

ATSC distributes delay among trips in a road-network as connectivity at any intersection does not enable

all vehicles to travel at full speed (i.e. some connections are always closed). An improvement in global

performance should not be at the expense of equity in this distribution (i.e. it is socially unacceptable to

disproportionately delay some trips for the sake of the average performance). As shown in Fig. 2.4, in addition

to accelerating most of the trips (diminishing their delays), the best performing method (MuJAM with acyclic

constraints) also happens to distribute delay in a more equitable fashion. Indeed, trips which are advantaged

by this method can be drastically delayed by substituting this method with other methods, but trips which are

disadvantaged by this method are only marginally delayed.
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Figure 2.3: Evolution of average total delay during training

This figure displays the average of the total delay (summed over all trips and all time steps) in a given episode (i.e. for a
given road-network). Asymptotic performance (after training is completed) is represented as a thick line at the right
extremity of the figure. For some methods (for which we specifically want to compare data efficiency) the ratio of

training steps to observed transitions (i.e. interactions with the environment) is fixed to 0.1 for the first 10k training
steps. Every 1k training steps in this interval, average performance of is measured and reported.
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Figure 2.4: Distributions of delays’ differences

This figure displays the distributions of the differences of trips delays when compared to MuJAM acyclic.

2.5.4 Experiment 2: Scaling to Manhattan

In this experiment, we push zero-shot transfer to the large scale real-world-network of Manhattan (3,971 TSCs

and 55,641 lanes) using a heavy traffic 9 (tens of thousands of vehicles with asymmetric traffic distributions) to

evaluate the extent of generalizability and scalability of approaches studied in 2.5.3. The combination of new

network structure (including some intersections with complex patterns), new (heavier) traffic distributions, and

scaling to a network much larger than anything experienced in training is expected to be a challenging task.

Zero-shot transfer is what enables running this large scale experiment with learned methods as training on

such a large network (particularly if using a different set of parameter per intersection as typically done in

MARL-ATSC) would involve prohibitive computational costs.

In this experiment, traffic is generated for 30 minutes (warm-start) using the Fixed Time policy, so that the

9Even though the road network is real and extracted from openstreetmaps.org, asymmetric traffic distributions used in evaluation
are not based on observations of real-world distributions in Manhattan.
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traffic is already dense10 before evaluation starts for all approaches. At this point an episode lasts one hour

(density continues to increase continuously during this time). As not all trips are completed at the end of an

episode, we cannot pair them for comparison without introducing bias. We therefore report aggregated metrics.

As the cost of evaluation on Manhattan is still more expensive than for synthetic networks used in 2.5.3,

we only evaluate methods on 6 instances of randomly generated traffic per run (for a total of 30 instances as

we repeat all experiments 5 times as described in 2.5.1).

Results

Figure 2.5: Steps delays in Manhattan (compared to Fixed Time policy)

This figure displays the cumulative difference (comparing a given method to the Fixed Time policy) in total delay
experienced in the road network.

A first observation is that with MuJAM, we are able to use, for the first time, a coordinated RL-ATSC

approach trained with explicit joint action modeling (not only the ability to communicate) on such a large

10At this point, 18,000 vehicles have been inserted on average.
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setting. To enable this, we only use coordinated priors (see §.2.4.2) to select an action and ignore planning.

In other words we use a null search budget for planning β=0. Under this condition, computational complexity

is similar to that of IG-RL. Moreover, the same instance of MuJAM is evaluated on both cyclic and acyclic

control.

Fig. 2.5 displays for MuJAM, IGRL & Greedy, the cumulative difference with Fixed Time (baseline) in

total instantaneous delay per timestep for the entire duration of evaluation (one hour). All methods outperform

Fixed Time. MuJAM, even under cyclic constraints, outperforms both IG-RL and the dynamic baseline. This

demonstrates that in this challenging setting, this new model-based approach seems to improve generalizability

and scalability. Finally, generalization to constraints is once more demonstrated as the same instantiation of

MuJAM ends up outperforming all other approaches. We also note that after a certain time, IG-RL seems to

underperform the dynamic baseline. We hypothethize that IG-RL suffers from a gradual shift in distribution.

As density increases in the road network with time, observed distributions of traffic get further and further away

from distributions used during training.

2.6 Conclusion

We introduce MuJAM, a method for zero-shot-transfer-ATSC based on MBRL and GCNs. On top of enabling

representation of traffic at the finest level of granularity and transferability to new road-network-architectures

and traffic distributions, MuJAM constitutes the first bridge between learnt-cyclic and learnt-acyclic methods,

which not only enables training specialist methods on either types of constraints, but also yields hybrid methods

which can generalize across these constraints. It is also the first approach to enable joint action modeling at

scale for RL-ATSC. MuJAM introduces MBRL developments 1) learning complex graph dynamics models in

a latent space 2) improving coherence in exploration by leveraging noisy layers in MuZero, and 3) enabling

multi-agent joint action modeling at scale. For RL-ATSC, this work introduces a new level of generalization in

line with recent interest/development in this aspect (Devailly et al., 2021), which constitutes a promising way

to ease experimentation in urban-mobility-planning without having to train a new model for any tweak of a

behavioral constraint, which we hope contributes to real-world applicability.

2.6.1 Future work

MuJAM opens a path for the following future works: 1) MuJAM offers explicit coordination. However, further

investigating the advantages of said coordination and how behavior differs from independent modeling could
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reveal interesting patterns for RL-ATSC coordination. 2) Offline RL, which consists in training RL approaches

using historical data only (i.e. no interaction with the environment), seems appealing for RL-ATSC. As MuJAM

only needs to learn local-transferable-traffic-dynamics, it could prove to be less dependent on the online control

of TSCs, and easier to train using offline data. Transferable-Offline RL-ATSC would enable both safe and cost-

efficient training on offline data, and zero-shot transferability across networks, traffic, and constraints.
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Chapter 3

IORL :

Inductive-Offline-Reinforcement-Learning for

Traffic Signal Control Warmstarting

François-Xavier Devailly, Denis Larocque, Laurent Charlin

Abstract

Reinforcement learning is notoriously data inefficient, and usually requires direct interaction with the environ-

ment in a trial-and-error fashion. This constitutes a key challenge for the social acceptability of many of its

applications. Traffic signal control is no exception as the typical interaction of untrained reinforcement learning

policies with real intersections may cause catastrophic congestion and safety hazards. Recent works rely on

the inductive capabilities of graph convolutional networks to transfer learnings to new intersections and traffic

distributions. This alleviates the need to retrain a model for a new context (e.g. new road networks, traffic

distributions, constraints). In practice, such networks can be trained on a small number of intersections and

transferred to larger-scale road networks of hundreds of intersections. However, training such transferable ap-

proaches still requires interacting with the real world. On the other hand, offline reinforcement learning refers

to methods that rely on historical data instead and so avoid interacting with the environment. Offline reinforce-

ment learning has only been studied in single-intersection road networks and without any transfer capabilities.

In this work, we introduce an inductive offline RL (IORL) approach based on a recent combination of model-

based reinforcement learning and graph-convolutional networks to enable offline learning and transferability.



IORL yields policies that can 1) be trained from limited data without requiring online real-time collection

nor interaction with the environment, making it significantly more practical, and 2) be zero-shot transferred

to new intersections and traffic distributions, enabling immediate hazard-free scalability. We evaluate several

instantiations of IORL, obtained from different amounts of offline data and different policies, on a zero-shot

transfer setting involving both road networks and traffic settings never experienced during training, and in a

larger transfer experiment on the central part of Manhattan. We demonstrate that IORL is both robust to the

observed policy and data efficient (like its online equivalent, MuJAM) and that it outperforms domain-specific

baselines and performs close to its online equivalent. Further, it can easily be fine-tuned, avoiding catastrophic

initialization and still reaching the level of performance of its online equivalent.

3.1 Introduction

A lack of space and funding combined with ever-increasing vehicle-usage-rates aggravate traffic congestion

whose social, economical, and environmental tolls are well known (Schrank et al., 2012; Barth and Boriboon-

somsin, 2008; Schrank et al., 2015). Optimizing the use of existing road infrastructures via adaptive traffic

signal control (ATSC) based on the real-time state of the road network has a crucial role to play in mitigating

said congestion in a cost-effective fashion (Mannion et al., 2016). The task of manually designing efficient

heuristic-based adaptive policies is nontrivial. Machine learning offers an appealing self-optimizing alternative

to move beyond such approaches. Recent developments and successes of deep online1 reinforcement learning

(deep RL or DRL), in particular, enable learning optimal policies from high dimensional observations of tra-

jectories, gathered via interaction with the environment (i.e. actual control of TSCs) in a trial-and-error spirit.

Among these methods, considering that real-world ATSC involves the simultaneous control of a large number

of intersections, multi-agent RL (MARL) has gained the most traction.

One of the curses of online RL is the need for continual interaction with the environment (to collect data)

while training. Combined with notorious data inefficiency, this broadly curbs real-world applicability and

social acceptability of RL as random exploration from untrained policies might cause both safety hazards and

catastrophic performance (Rasheed et al., 2020; Wei et al., 2021).

Recent contributions (Devailly et al., 2021, 2022) have lessened the need to retrain new policies for any

change in the setting (e.g. any modification to the road network, traffic distribution, or constraints) on which

1Online RL approaches rely on iteratively collecting data from the environment by interacting with it and learning from this data
to improve policies.
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ATSC is to be applied by focusing on the generalizability of learnings and enabling zero-shot transfer2 (to

new intersections, traffic distributions, and controller constraints) once policies have already been trained on a

diverse group of settings. Transferring policies to new settings addresses in part the data efficiency challenge.

However, the original training of these transferable policies still relies on exploratory online interactions. The

burgeoning field of offline RL (ORL) (see § 3.2.5) aims to address this challenge by enabling the training of

policies from already available data (i.e. without interacting with the environment). The challenge is, therefore,

to improve upon the good parts of a historical behavior (i.e. learn generalizable dynamics of the environment

and promising behaviors) without observing anything else than the historical behavior itself. The challenge of

ORL lies in the distribution shift between states observed under the historical policy (during data collection)

and states the trained policy will end up in according to its behavior. ORL has barely been mobilized in RL-

ATSC so far, and only in restricted scenarios (unique isolated intersections), but may prove to be critical to its

expansion (Mannion et al., 2016).

3.1.1 Contribution

In this work, we introduce Inductive Offline Reinforcement Learning (IORL), a new graph-based method that

leverages MBRL to yield policies that are trained without interacting with the environment and transferred to

new settings, translating into immediate scalability. Fig. 3.2 and 3.3 decompose recent advances in inductive

RL-ATSC and illustrates how IORL builds upon them to enable inductive-offline learning. IORL benefits from

the following new capabilities:

• Offline Generalization & Scalability: IORL is the first inductive-offline RL-ATSC method. This means

that not only can it be trained without interacting with the environment (therefore bypassing safety and

inefficiency concerns involved with online training of RL agents), it can then be immediately used (via

zero-shot transfer) on a large variety of new scenarios involving new road-networks, new traffic distribu-

tions and new controller constraints. IORL is the first Multi-Agent ORL-ATSC method (more generally

the first used on more than a single intersection). Zero-shot transfer translates into immediate scala-

bility as the same model can be applied with a constant set of shared parameters on any new setting,

independently of the size of the road network. Furthermore, while most MARL methods do not enable

coordination, or at most enable communication (see § 3.3.1), IORL enables explicit coordination of

TSCs via joint action modeling at scale.

2Immediate transfer with no additional training required.
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• Flexibility: IORL displays stable performance that seems robust to the policy that is observed in offline

data. This means that whether the TSCs that are to be equipped with RL currently work with fixed-time

policies or dynamic heuristic-based approaches, IORL can exploit the data generated from the observa-

tion of these policies equally well. Even though we only represent demand at its finest level of granularity

(vehicle level) and experiment only with cyclic control (traffic signal control must respect a predefined

cycle of connectivity at a given intersection) in this work, by inheriting from the ability of IGRL (De-

vailly et al., 2021) and MuJAM (Devailly et al., 2021), IORL is the first ORL-ATSC method that can 1)

use both lane-level and vehicle-level state information, and 2) be trained for constraint agnosticism.

• Data efficiency (Offline & Online): Benefiting from MBRL, IORL can be trained with a relatively small

amount of offline data, meaning that even in the offline learning setting, it could be applied faster after the

installation of sensors. After training IORL by exclusively using offline data, it is possible to fine-tune

the policy online. This way, safety and inefficiency concerns of early training can still be bypassed as

IORL only interacts with the environment after being trained, and IORL can still reach the same level

of performance as its online counterpart with little online interaction (online data). We refer to this

technique as Offline Warm-starting(OW).

To test these claims, we evaluate various instantiations of IORL, trained with offline datasets of varying

sizes and generated observing different policies on zero-shot transfer learning tasks involving synthetic road

networks and traffic distributions both never experienced during training. We also evaluate an instantiation of

IORL in the large real road network of central Manhattan. In both experiments, we compare the performance of

our offline approach with its online equivalent (i.e. MuJAM), as well as fixed-time and dynamic heuristic-based

baselines. We show 1) that with limited data and with both policies observed offline, IORL outperforms other

transferable baselines, and 2) that its performance is close to that of MuJAM. We also demonstrate that OW is

a viable and straightforward way to keep the benefits of IORL training and still reach MuJAM’s performance.

3.2 Background

3.2.1 Graph Convolutional Networks

To model complex relations between objects in a network (e.g. road-network), it is natural to represent them as

a graph. To exploit such a complex structure, a popular neighborhood-information aggregation framework is

the GCN (Kipf and Welling, 2016). Both nonlinear transformations of semantic and structural information can
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be exploited with this architecture. To do so, messages (parameterized transformations of node representations)

are propagated along edges recursively. When dealing with heterogeneous networks (i.e. graphs with different

types of nodes and edges), Heterogeneous GCNs or HGCNs (Schlichtkrull et al., 2018) (referred to as GCNs

for the rest of the paper for simplicity) consist in the use of different parameters for different types of edges.

The aggregation to be performed on every node, at every layer is as follows:

n(l)i = f
(

∑
e∈E

∑
j∈Ne(i)

W le ·n(l−1)
j

)
(3.1)

where nl
i is the embedding at layer l of node i, f is a non-linear differentiable function, Ne(i) are the immediate

neighbors of node i in the graph of relation type e, E is the set of relation types, and W le is the lth layer’s weight

matrix for message propagation corresponding to a relation of type e. All transformations of this deep learning

architecture are differentiable and training of its parameters is performed via gradient-based optimization.

3.2.2 Markov Decision Process

A Markov Decision Process (MDP) is composed of a set of states S, a set of actions A, and a transition function

T , defining probabilities of transitioning from a state to another state given an action (i.e.

dynamics of the environment), and a reward function R defining performance with respect to the task (Put-

erman, 1990). It is used as a framework to solve sequential decision-making tasks. Attempting to solve an

MDP means finding a mapping from S to A (i.e. a policy) maximizing cumulative future rewards (i.e. value):

Rt = ∑
∞
k=0 γkrt+k+1 where rt represents the reward experienced at time step t, and γ is a temporal discount

factor.

3.2.3 Reinforcement Learning

Reinforcement learning is a popular way to solve MDPs by trial-and-error (Sutton and Barto, 2018). Transitions

(observations gathered from the environment) are used to train models (usually parametric estimators such as

deep neural networks) in an empirical dynamic programming fashion to either 1) learn to estimate state-action

value functions (Q functions) which implicitly define an optimal policy over choosing actions maximizing

them, or 2) explicitly learn an optimal mapping from S to A (often referred to as actor networks).

3.2.4 Model-Based Reinforcement Learning

Model-Free RL directly learns from value estimates. Model-Based RL (MBRL), on the other hand, leverages

knowledge of environmental dynamics (i.e. the ability to accurately simulate the evolution of parts or all of
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the state space based on action-state pairs). MBRL empirically yields better data efficiency and improved

performance in both the contexts of complex planning tasks (Schrittwieser et al., 2020; Silver et al., 2017).

One of the most popular ways to use this knowledge is by planning upstream of action selection. To do

so, trajectories are simulated, and the results of these rollouts determine the action with the highest expected

value. Among planning-based approaches, Tree Search (TS) based MBRL methods have reached superhu-

man performance in complex planning tasks (Silver et al., 2016, 2017). One of the main limitations of such

approaches is that in most real-world applications, no reliable simulator of the environment is readily avail-

able. Environmental dynamics must therefore be learned, and doing so in high-dimensional state spaces where

most features may be unrelated to the task at hand is nontrivial. In environments with these attributes, MBRL

significantly lagged behind MFRL in terms of performance (Schrittwieser et al., 2020). Planning in a latent

value-equivalent MDP Schrittwieser et al. (2020) enables implicit feature selection and dimensionality reduc-

tion for model learning in MBRL. For this, an autoregressive model must simply be able, given a starting state

and a sequence of actions, to predict value-related metrics at every simulated step. This contribution propelled

MBRL to the level of MFRL (with improved data efficiency) on tasks with high dimensional state spaces while

keeping its lead for complex planning tasks.

In the context of ATSC however, MBRL has been largely ignored in favor of MFRL since the early 2010s

(see §3.3.3) (Mannion et al., 2016; Devailly et al., 2022). Moreover, many state-of-the-art RL-ATSC methods,

including transferable RL-ATSC, rely on parameter-sharing schemes and inductive abilities of graph convolu-

tional networks (GCNs)(see § 3.3.2 & § 3.2.1). Learning a model of the dynamics (evolution) of such complex

and high dimensional objects (graphs) is particularly challenging and it is only recently that MuJAM (Devailly

et al., 2022) was able to combine latent space planning with inductive GCN-based learning for ATSC.

3.2.5 Offline Reinforcement Learning

Given a fixed dataset collected under a historical policy ΠΩ, ORL aims to learn an improved policy ΠA without

interacting with the environment (to limit cost and safety concerns) (Levine et al., 2020; Prudencio et al.,

2022). Generalizing 1) learned environmental dynamics and 2) promising behaviors of ΠΩ to unvisited parts

of the state space is the core challenge of ORL. ORL must address the distributional shift that exists between

1) regions of the state and actions spaces that have historically been explored and are represented in available

datasets, and 2) regions of the state and action spaces that a policy trained on this data will actually interact

with. In other words, when applying ΠA that was obtained using ΠΩ, it is likely that the agent will either

end up in parts of the state space that were never seen by ΠΩ, which can lead to degeneration if the estimates
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corresponding to these states are unreliable. Some approaches prevent degeneration by constraining the policy

to the historical behavior. In the particular case of MBRL, an explicit measure of uncertainty can also be

used to constrain the policy (Yu et al., 2020). On top of their advantages with respect to planning and data

efficiency, MBRL methods tend to be less prone to overestimation and overfitting as they do not solely rely

on bootstrapping value estimates and typically learn from complementary supervised signals. As ORL implies

dealing with out-of-distribution regions of the state space, it can be seen as a transfer learning problem. For

this reason, MBRL tends to outperform MFRL methods in offline RL settings (Yu et al., 2020).

π𝐴

online

interaction

Online buffer

collection

training

πΩ

past

interaction

Offline dataset

collection

training

π𝐴

Online RL Offline RL 

Figure 3.1: Online Vs. Offline learning paradigms

Traditional online reinforcement learning is illustrated on the left side. ΠA is typically initiated randomly (randomly
parameterized) and interacts with the environment following the corresponding random behavior. Observations of these
interactions are collected in a memory buffer that is used for training ΠA (i.e. find new values for the parameters which

are expected to improve performance). The improved model (i.e. with the latest parameters) is used again to interact
with the environment and observe new interactions corresponding to the new behavior. This loop of incremental

improvement is repeated many times. By contrast, in offline RL (illustrated on the right side), data used for training ΠA

correspond to interactions of a historical policy ΠΩ with the environment. Often, this historical data is readily available
as it was collected as part of other processes. If not, it only needs to be collected (i.e. observed) without modifying any

existing behavior.

3.3 Related Work

3.3.1 Multi-Agent RL-ATSC

Action spaces grow exponentially with the number of intersections. The number of available actions ∏
n
i=1 |Ai|

with n the number of intersections and |Ai| the number of possible actions for intersection i according to
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its current state. For this reason, centralized approaches (Casas, 2017; Prashanth and Bhatnagar, 2011) to

multi-intersections RL-ATSC do not enable significant scalability. Decentralization and distribution of control

via MARL is a critical component to the success of modern RL-ATSC approaches (El-Tantawy and Abdulhai,

2010; Abdoos et al., 2011; El-Tantawy et al., 2013; Khamis and Gomaa, 2012; Steingrover et al., 2005; Salkham

et al., 2008; Van der Pol and Oliehoek, 2016; Arel et al., 2010; Balaji et al., 2010; Aslani et al., 2018; Pham et al.,

2013; Kuyer et al., 2008; Zheng et al., 2019; Xiong et al., 2019; Nishi et al., 2018; Wei et al., 2019; Xu et al.,

2013; Khamis et al., 2012; Aslani et al., 2017; Chu et al., 2019; Iša et al., 2006; Wiering et al., 2004b; Wiering,

2000; Zhang et al., 2019; Mannion et al., 2016; Wiering et al., 2004a). Coordination between a large number of

agents involves the same explosion of the action space as using a centralized controller. For this reason, most

MARL-ATSC methods include no form of coordination between agents. Some include communication ability

(El-Tantawy and Abdulhai, 2010; Nishi et al., 2018; Zhang et al., 2019; Wei et al., 2019; Devailly et al., 2021;

Arel et al., 2010), and a small proportion introduce explicit coordination (El-Tantawy et al., 2013; Kuyer et al.,

2008; Van der Pol and Oliehoek, 2016; Xu et al., 2013; Devailly et al., 2022).

3.3.2 Parameter Sharing & Transfer Learning

Parameter sharing between agents has enabled further scalability (Devailly et al., 2021; Zang et al., 2020;

Zheng et al., 2019; Wei et al., 2019; Chen et al., 2020; Wang et al., 2019) by keeping the number of parameters

constant (and therefore keeping memory requirements in check) at both training and inference time. Zang et al.

(2020) use meta-learning to limit the quantity of experience required to adapt to a new setting, and Devailly

et al. (2021) achieve zero-shot transfer of learned policies on road networks with orders of magnitude more

controllers than the ones used during training.

3.3.3 Model-Based

Whether its dynamics model (i.e.

simulator) is learned or provided, MBRL typically offers higher data efficiency than MFRL and improved per-

formance in complex planning tasks (see §3.2.4). Most MBRL methods for RL-ATSC are from the early 2010s

or before (Salkham and Cahill, 2010; Khamis et al., 2012; Wiering, 2000; Wiering et al., 2004a; Steingrover

et al., 2005; Khamis and Gomaa, 2012; Wiering et al., 2004b; Kuyer et al., 2008) and do not enable scaling.

In the context of high dimensional graph representations of road networks, Devailly et al. (2022) decentralizes

modeling at the lane level and plans in a latent value-equivalent MDP using MuZero (Schrittwieser et al., 2020)

to enable inductive MBRL with GCNs.
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3.3.4 Offline RL-ATSC

Offline RL has barely been mobilized in ATSC. Dai et al. (2021) use MFRL to perform offline learning

while Kunjir and Chawla (2022) use MBRL. In both cases, a single intersection is controlled (see Figure 3.3).

3.4 IORL: Inductive-Offline-Reinforcement-Learning

This section first introduces the MDP for ATSCs. It then describes 1) how the road network is represented

(with a GCN), 2) the modeling approach used to train a simulator of the environment, and 3) the way this

simulator is used to act optimally in the environment. Finally, it details both the new offline learning paradigm

and procedure, as well as the optional online-fine-tuning procedure.

3.4.1 ATSC MDP

The MDP for ATSC involves the simultaneous and coordinated control of all traffic signal controllers in a given

road network.

State space S

The state must include all relevant information for decision-making, including:

• The structure of the road network. Different networks have different structures, but the structure is fixed

per network and so across the timesteps of an episode.

• The state of connectivity of the road network defines how vehicles are allowed to move from one lane to

another lane at a given intersection at the current timestep. This part is immediately influenced by actions

and indirectly influences traffic. It changes within a given episode but typically involves a finite number

of possible combinations as each controller has a finite number of phases3 defining connectivity.

• The state of traffic is the state of all vehicles within the road network. It changes within a given episode.

In this work, a GCN( see § 3.2.1) is used to represent the state. Its structure and features are the same as

those described in Devailly et al. (2022).

3A phase defines the full state of connectivity at a given intersection.
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Action space A

In the cyclic setting, the local action space of a controller is binary and consists in choosing to pursue the current

phase or switch to the next phase in the cycle. The joint (coordinated) action space consists of the intersection of

all local action spaces. All phases involving yellow lights which can exist between two consecutive selectable

phases of the cycle are enforced for a fixed duration. Additionally, two consecutive local changes in the phase

must be separated by a minimum of 5 seconds.

Reward function R

The reward function penalizes the number of stopped vehicles as follows:

R(s) =−∑
lεL

∑
vεVl

qv,

qv =

1, if σv < 0.1 and δv ≤ 50

0, otherwise

(3.2)

where L is the set of lanes, Vl is the set of vehicles currently on lane l, σv is the current speed of vehicle v, and

δv is the distance of vehicle v to the end of lane l (i.e. to the next intersection). In Equation 3.4.1, qv = 1 when a

vehicle is at a full stop near the next intersection and 0 otherwise. This popular (Wei et al., 2021) queue length

reward is dense in the sense that it is quickly influenced by a change in connectivity at an intersection. This

eases the attribution of rewards to actions and the choice of this particular reward function is further motivated

by the fact that the corresponding metrics are simple counts that can be captured using detectors installed either

on the road network (e.g. at the level of lanes) or on vehicles.

Steps & Episodes

An episode either lasts until all trips are completed or for a fixed number of steps (i.e. a fixed duration).

3.4.2 Simulator and model-based planning

IORL relies on decentralized MBRL in a latent space introduced and detailed in Devailly et al. (2022). The

(local) simulator (or dynamics model) part of our model learns to predict, locally for every lane, the evolution

of traffic in a latent space based on the current state of the environment and actions taken by the controllers

(agents). The (local) actor (or prior) part learns to predict, for every intersection, the local action that will be

part of the best joint action. The simulator is applied on every lane of the network as many times as required
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to simulate rollouts and compare their value to identify the most promising joint (and therefore also local)

actions. In practice, the planning is achieved with a tree search (see §3.2.4). The actor serves as a prior to

only simulate promising actions in the tree search. It is used at every intersection as many times as required

to sample joint actions to simulate the corresponding rollouts. The representation for the state of the road

network (architecture and features of the GCN), the training procedure of our decentralized (per lane) latent-

space simulator and decentralized actor (or prior) network Φ, and the planning algorithm (tree search) used to

act upon simulated rollouts, are the same as those used in Devailly et al. (2022).

Continual training & simulation

To learn using an offline dataset, IORL performs the following iterative procedures in parallel.

• States are continuously sampled from existing observations to refresh their corresponding training targets

by running TSs (i.e. simulating rollouts starting from these states) with current parameters, This enables

1) updating values estimates for all lanes and 2) identifying the best joint action among the ones which

were sampled in the root node of the TS in order to replace target actions (those used to train the actor)

by the local actions corresponding to the best joint action.

• Observations (i.e. a sequence of transitions), which are composed of an initial state, a sequence of ac-

tions per intersection, a sequence of observed rewards per lane, a sequence of target long term values

per lane, and a sequence of target local actions per intersection, are continuously sampled and used to

train both the simulator and Φ (actor). Given the initial state and the sequence of actions, the model is

trained to predict all other provided quantities by gradient-based optimization (backpropagation of the

corresponding errors).

As the learned simulator improves, reward-related estimates corresponding to different trajectories become

more reliable. As Φ improves, the TS samples actions that correspond to more promising trajectories, which

provide improved value estimates. In turn, these improved estimates update prior targets. This defines the

positive feedback loop of continuous and parallel training and simulation.

Out-of-distribution model-based extrapolation

ORL consists in dealing with out-of-distribution (OOD) regions of the state space (see § 3.2.5). In MFRL,

if the value of an OOD state-action pair is mistakenly evaluated as promising with current parameters (i.e. it
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Figure 3.2: Evolution of generalization

The 1st row corresponds to the traditional RL-ATSC framework for which the training and application settings (network
architecture, traffic distribution, policy constraints) must be identical. The 2nd row corresponds to the introduction of

model-free inductive capabilities with IGRL (Devailly et al., 2021) which enables transferability to new network
architectures and traffic distributions as well as scalability. The 3rd row corresponds to the introduction of model-based

inductive learning (MuJAM (Devailly et al., 2022)) which builds upon IGRL to enable better performance, improved
sample efficiency, coordination at scale, and a new dimension of generalization to policy constraints, and constitutes the

online equivalent of IORL. The final row illustrates how IORL combines model-based inductive learning and offline
learning paradigms. Note that the main contribution of IORL is to completely remove online interaction with the

environment during training (represented as a red arrow in the other rows). Offline learning phases (see § 3.4.3) are
numbered and highlighted in orange.

provides the best state-action value estimate among all available actions), it will immediately derail the state-

action estimates of the rest of the state space by bootstrapping, By contrast, if an OOD state-action pair seems

promising, IORL explicitly simulates the corresponding transition (and possibly subsequent transitions) using

its dynamics model to assess its value before it influences training targets.
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Figure 3.3: Offline scaling

The 1st row corresponds to recent offline RL-ATSC efforts which enable offline learning on a single intersection. The
2nd row illustrates how IORL leverages inductive learning to enable the transferability and scalability of offline RL.

Offline learning phases (see § 3.4.3) are numbered and highlighted in orange. The 3rd step refers to fine-tuning and is
optional for IORL.

3.4.3 Offline Learning Formulation

Phase 1: Data collection

In the first phase, observations are collected under the historical TSC policy ΠΩ. In real-world ATSC the

historical policy refers to the policy which was used until now (e.g. the ubiquitous fixed-time policy). These

observations are transitions between consecutive timesteps and include both the consecutive states, action(s)

linking these consecutive steps, and rewards corresponding to these transitions. Unless specified, we use a

fixed-time policy as the historical policy ΠΩ in this work. The pseudocode corresponding to this phase is

provided as Algo. 8

Phase 2: Offline Training

In the second phase, observations are continually sampled from the collected data by two processes, running

in parallel: the first process updates training targets by running TSs, while the second performs gradient-based

optimization using these targets. As the exploration of simulated trajectories improves (i.e. more promising

actions are sampled) the model simulates unobserved trajectories which are evaluated as better than the ones

generated by ΠΩ. Under the assumption that the dynamics model and Φ are reliable in such OOD states, the

policy is expected to enable improved efficiency (i.e. higher cumulative long-term reward) compared to ΠΩ.

The pseudocode corresponding to this phase is provided as Algo. 9
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Phase 3 (optional): Fine-Tuning

Under the assumption of unlimited trial-and-error, online RL can always validate assumptions by exploring the

state space. For this reason, it does not require dealing with OOD parts of the state space. Offline RL is therefore

not expected to reach the same level of performance as online RL ceteris paribus. In this section, we propose

a way to combine the advantages of both approaches. Once IORL is trained offline, even if it might not be as

efficient as its online equivalent, it is still expected to perform reasonably well. Online interaction of this trained

policy with the environment is therefore expected to be quite efficient already and therefore avoid catastrophic

performance. We introduce a training strategy, OW, which consists in using IORL’s trained parameters as an

initialization to train an online version of IORL (i.e. MuJAM).4. The pseudocode corresponding to this phase

is provided as Algo. 10

3.4.4 Algorithms (pseudocodes)

This section provides pseudocodes used in IORL for both training and inference.

Data collection

This algorithm defines how data is collected from the historical policy ΠΩ.

Algorithme 8 : Data Collection
Input : N : Number of observations to be gathered

Input : T : Episode duration

Initialize empty replay buffer (offline dataset) DπΩ
and j = 0

do in parallel

Self-play processes (gathering experiences by interacting with the environment):

while j<N do
Generate and start episode (road network and trips)

for t=0,. . . ,T do
Build the graph Gst corresponding to st

Select local actions using the historical policy : at = πΩ(st)

Execute joint action At , observe reward rt and new state st+1

Add all transitions from the episode {(Gst ,At ,rt ,Gst+1)} to the shared buffer DπΩ

j = j+T
Terminate self-play process

Save DπΩ

4As in Devailly et al. (2022), for online training, we use noisy layers in Φ to enable coherent exploration.
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Offline Training

This algorithm defines how the offline dataset is used to perform offline training of IORL.
Algorithme 9 : Offline Training (IORL)

Input : T : Episode duration

Input : N : Batch size

Input : H : Training depth

Input : Stop : Stopping criterion (e.g. no improvement over a number of training or evaluation steps)

Initialize model (GCN & MLPs weights : θ )

(Φ designates the actor MLP, while φ designates the local multinomial distribution whose probabilities are

obtained by applying Φ on selectable phases’ nodes of a given intersection (Devailly et al., 2022))

Load replay buffer (offline dataset) DπΩ

do in parallel

Centralized process (enables asynchronous access to DπΩ
from the other processes):

Simulation processes (continuous update of training targets with tree searches):

while not Stop do
Sample a random episode e from DπΩ

Sample a random step (i.e. transition) t from e

Add/Update (valuet ,A∗t ) to et by re-running the Tree Search (Devailly et al., 2022) with fresh

parameters

Training process (training the simulator and actor) :

while not Stop do
Sample a random minibatch of N sequences of transitions of length H from D

Gather initial representations Ginit from Gst (Devailly et al., 2022)

loss = 0

for t→ t +H do
rpred

t ,vpred
t = In f ervalue(Gt) (Devailly et al., 2022)

φt = In f erprior(Gt) (Devailly et al., 2022)

Gt+1 = Simulate(Gt ,At) (Devailly et al., 2022)

loss+= l1(rpred
t ,rt)+ l1(vpred

t ,vt)+ cross_entopy(φt ,A∗t )
Backpropagate the loss to compute gradients and perform gradient descent based optimization

Save updated model (GCN & MLPs weights : θ )
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Fine-Tuning

This algorithm defines how OW is obtained by fine-tuning the policy yielded by IORL, online.

Algorithme 10 : Fine-tuning (OW)
Input : T : Episode duration

Input : N : Batch size

Input : H : Training depth

Input : Stop : Stopping criterion (e.g. no improvement over a number of training or evaluation steps)

Load model (GCN & MLPs weights : θ )

(Φ designates the actor MLP, while φ designates the local multinomial distribution whose probabilities are obtained by applying Φ on selectable phases’

nodes of a given intersection (Devailly et al., 2022))

Initialize empty replay buffer D

do in parallel

Centralized process (enables asynchronous access to D from the other processes):

Self-play processes (gathering experiences by interacting with the environment) :

while not Stop do
Generate and start episode (road network and trips)

Observe initial state s1

for t=1,T do
Build the graph corresponding to st , Gst

Get valuet ,A∗t from running the tree search on Gst (Devailly et al., 2022)

Get φnoisy using parameter noise in Φ(Gtinit )

Sample an exploratory joint action At from φnoisy

Execute At and observe (per-lane) rewards rt and new state st+1

Add all transitions (Gst ,At ,A∗t ,rt ,Gst+1 ,valuet ) to D

Simulation processes (continuous update of training targets with tree searches):

while not Stop do
Sample a random episode e from D

Sample a random step (i.e. transition) t from e

Add/Update (valuet ,A∗t ) to et by re-running the Tree Search (Devailly et al., 2022) with fresh parameters

Training process (training the simulator and actor) :

while not Stop do
Sample a random minibatch of N sequences of transitions of length H from D

Gather initial representations Ginit from Gst (Devailly et al., 2022)

loss = 0

for t→ t +HH do
rpred
t ,vpred

t = In f ervalue(Gt) (Devailly et al., 2022)

φt = In f erprior(Gt) (Devailly et al., 2022)

Gt+1 = Simulate(Gt ,At) (Devailly et al., 2022)

loss+= l1(rpred
t ,rt)+ l1(vpred

t ,vt)+ cross_entopy(φt ,A∗t )

Backpropagate the loss to compute gradients and perform gradient descent based optimization

Save updated model (GCN & MLPs weights : θ )
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3.5 Experiments

3.5.1 General Setup

The general setup is the same as the one introduced by Devailly et al. (2021). SUMO (Lopez et al., 2018) is

used to perform all the experiments in this section.

Synthetic road networks

The structure and connectivity of the road networks are randomly generated using SUMO. Between 2 and 6

intersections form a typical road network. Lanes are between 100 and 200 meters long and roads are composed

of 1 to 4 lanes.

Traffic generation

Every 2 minutes, trajectory distributions (probabilities for a trip to start and end on given lanes) are randomly

sampled. Traffic generation is therefore nonstationary and asymmetric.

Hyperparameters

Unless specified, we use the same hyperparameters as the online equivalent of our approach (see Devailly et al.

(2022)).

Evaluation

We use instantaneous delay dt = ∑vεV (m∗v−σv)/m∗v as the measure of performance, where m∗v = min(mv,ml),

V is the current set of all vehicles in the road network, mv is the maximum speed a vehicle can physically reach,

ml is, according to its current position, the maximum speed a vehicle can legally reach.

Robustness

Random seeds influence the generation of road networks and traffic as well as the initialization of parametric

methods and exploratory noise (only for approaches trained online). All experiments are run 5 times to ensure

the robustness of the presented conclusions.
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Fixed Time

By default, SUMO defines cyclic programs based on the structure of a given intersection. This approach allows

immediate applicability to any road network as it does not involve training, and is therefore compatible with

this zero-shot transfer setting.

Max-moving-car heuristic (Greedy)

This approach dynamically maximizes the number of moving vehicles at an intersection by switching to the

next phase if more vehicles are stopped than moving on incoming lanes. It also benefits from applicability

without training on any new road network and is therefore compatible with this zero-shot setting.

MuJAM

MuJAM is the online version of IORL. It continuously gathers data by interacting with the environment in an

exploratory fashion.5

IORL

IORL is the main method introduced in this work as described in § 3.4. Unless specified otherwise, we use

a dataset of only 30K, designated as D3 in Table 3.5.4, to train IORL. Compared to usual model-free RL

algorithms which are notoriously inefficient, including in the ATSC setting (Wei et al., 2021), and typically

require millions or even billions of observations for efficient training (Schrittwieser et al., 2020), this amount

a data is fairly small. An observation is an observed transition of the MDP. A transition consists in a tuple

that includes: 1) two consecutive states (current and next) of the road network, 2) the joint action taken at the

current state, and 3) the reward corresponding to this transition. The default policy which is observed (used to

collect observations) in the offline dataset (ΠΩ) is the Fixed-Time baseline as it is the most commonly used in

the real-world 6 Prashanth and Bhatnagar (2010). IORL-Greedy refers to a variant where the Fixed-Time ΠΩ

is replaced with the Greedy dynamic baseline.

OW

OW refers to the optional online fine-tuning of IORL described in 3.4.3.

5Coherent exploratory behavior is enforced using noisy layers as described in Devailly et al. (2022).
6Adaptive TSC represents less than 3% of traffic signals according to Florida Atlantic University
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Training and hyperparameters

Training episodes all last 600 seconds (10 minutes). During training, performance is continuously monitored

on the same set of validation road networks and early stopping is performed if aggregated performance on

this set does not improve for a given number of gradient descent iterations. All trainable methods are trained

using the same sets of training road networks and trips and are evaluated using the same sets of validation road

networks and trips. Different random seeds are used for training sets and validation sets of a same experiment,

and every time experiments are run (see § 3.5.1)

3.5.2 Experiment 1: Inductive Learning & Zero-Shot Transfer

Figure 3.4: Distributions of total delay for the main baselines and proposed methods (OR and IORL)

The total delay for a given trip is the sum of all instantaneous delays (see §3.5.1) experienced by the corresponding
vehicle during its trip. OW-D3 refers to the online-fine-tuned version (see § 3.4.3) of IORL-D3. T-tests are paired (per

trip).

In this experiment, we evaluate the performance of zero-shot transfer to a set of randomly sampled road
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Figure 3.5: Distributions of paired (per trip) differences in delays between any given method and IORL (30K).

networks and traffic distributions7 never seen in training. The random sets of road networks and trips used for

evaluation are shared between all methods, trained or not. This enables comparison of paired trip delays across

methods. Distributions of delays and paired t-tests are reported in Fig. 3.4 and distributions of differences of

paired trip delays are reported in Fig. 3.5.

Fully Offline Learning

A first observation is that IORL, even though it never had the opportunity to validate assumptions by interacting

with the environment, outperforms the fixed-time policy used to generate the offline dataset (i.e. the policy it

observed during training). Lower trips delays (see Fig. 3.4) suggest that even trained with a very restricted

policy that does not take the state of demand (i.e. traffic) into account, the learned simulator (or dynamics

model) is able to generalize to OOD parts of the state space (i.e. combinations of intersections, traffic regimes

and controller behaviors not observed in the training data), and that IORL does not degenerate or undesirably

exploit inaccuracies of its learned simulator. In fact, by only observing the fixed-time policy, IORL is even able

to significantly outperform the dynamic baseline and even reach a level of performance that is close to the one

7On average, every 4 seconds, a vehicle is added to a given road network,
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of its online counterpart. This demonstrates that model-based ORL is a viable way to train inductive MARL

policies.

Robustness to the observed policy

Another key observation is that training IORL with a dataset that was generated with the dynamic baseline

enables reaching a similar level of performance (a similar distribution of trip delays) as reported in Fig. 3.4. As

the dynamic baseline is drastically different from the fixed-time one and therefore represents a different region

of the state space, this suggests IORL is robust to the policy and region of the state space it observes as part

of offline training. As building the offline dataset using the dynamic baseline as ΠΩ yields better results than

using the fixed time baseline as ΠΩ, it also suggests that IORL is able to exploit the more valuable regions of

the state space reached by the latter policy. Applicability of offline RL to real-world scenarios might therefore

not depend much on the historical policy ΠΩ.

Performance Vs. Fairness

Similarly to Devailly et al. (2021, 2022), we observe that methods that improve performance in this transfer

setting also tend to distribute delays in a more equitable way. Fig. 3.5 shows that while domain-specific base-

lines may cause significant delays to some trips when compared to IORL, no trips are significantly delayed by

IORL when compared to these baselines.

3.5.3 Experiment 2: Online fine-tuning from offline initialization

As described in 3.4.3, we propose a third (optional) step in the training of IORL. We initialize the online

training of its online counterpart with parameters obtained by offline learning.

Avoiding catastrophic performance

As we can see in Fig. 3.6, the training of MuJAM (i.e. the online model-based equivalent of IORL) involves

catastrophic initial performance caused by a random initialization of its parameters. In comparison, the online

fine-tuning of IORL starts at a level that is already significantly above that of the policy it is trained from

and can then improve its learned simulator and policy to reach the level of a fully-trained online instance of

MuJAM. This suggests that OW is a promising way to further ease the social acceptability of the training of

RL-ATSC policies in the real world, as it combines the best of both offline and online training paradigms.
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Figure 3.6: Average total delay (cumulative delay for all trips and steps in a given episode)

Thick lines at the right of the figure represent final performance (when training is completed). To evaluate online data
efficiency and ensure a fair comparison between initializations, the ratio of observed transitions to gradient descent

iterations is fixed, and performance is reported every 1K training steps.

3.5.4 Experiment 3: Ablation study

In this experiment, we study the influence of the size of the offline dataset on the performance of IORL. The

main objective is to report on IORL’s data efficiency. Information regarding the composition (size and variety)

of all datasets is reported in Table. 3.5.4

Dataset # observations # networks # intersections Observed Policy

D1 1.2K 2 8.6(0.8) Fixed Time
D2 5.4K 9 38.6(3.8) Fixed Time
D3 30.0K 50 212.2(6.8) Fixed Time
D4 100.2K 167 712.4(14.26) Fixed Time

Table 3.1: Description of the datasets used for offline learning

All observed episodes last 10 minutes (600 steps). A given road network (and therefore a given intersection) is therefore
observed for exactly this duration.
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Figure 3.7: Distributions of total delay for IORL using different offline datasets. T-tests are paired (per trip).

Influence of the buffer size

As larger offline datasets include more transitions and a larger variety of settings, they should provide a more

varied signal, which should represent a larger part of the state space ceteris paribus for IORL to exploit. As

expected, the larger the offline dataset is, the better IORL performs in evaluation (the lower the delays) as

reported in Fig. 3.7. However, a plateau seems to be reached at around 30K transitions as using a significantly

larger buffer does not reduce delays significantly.

Data Efficiency

RL is notoriously data inefficient. In RL-ATSC, training of MFRL often requires millions of transitions. A

key advantage of MuJAM, as an MBRL method, is its ability to improve data efficiency. We observe that this

advantage is transferred to its offline counterpart, IORL, as 1) using only 1.2K transitions, IORL is able to

reach lower delays than the Fixed-Time baseline 2) using only 5.4K transitions, IORL is able to reach lower

delays than both domain-specific baselines (Fixed Time and Greedy), and 3) our default instantiation or IORL

which uses only 30K transitions is able to further close the gap of performance between IORL and MuJAM (see
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Figure 3.8: Distributions of paired (per trip) differences in delays between any given method and IORL(30K).

Fig. 3.4 & Fig. 3.7). MuJAM was proven to be more data efficient (in the online setting) than IGRL (Devailly

et al., 2022) which was not surprising considering the fact that MuJAM is a model-based approach and IGRL is

a model-free approach. Comparing the data efficiencies of MuJAM and IORL can be considered in two ways:

• Regarding online data efficiency (i.e. performance under a given number of interaction with the environ-

ment)

• Regarding offline data efficiency (i.e. performance under a given amount of historical data)

For online data efficiency,the comparison of OW and MuJAM reported in Fig. 3.6 shows that an improved

initialization of parameters via OW enables reaching a higher level of performance faster than a random one.

For offline data efficiency, training MuJAM on a dataset created using its own randomly initialized policy as

the historical policy ΠΩ does not seem reasonable as 1) it would defeat the original purpose of offline learning

(i.e. avoiding catastrophical performance during data collection), and 2) only low value states and behaviors

(corresponding to the randomly initialized parameters) would be represented in the dataset making it hard to

find and leverage any meaningful reinforcement signal.
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3.5.5 Experiment 4: Real road networks

In this experiment, we evaluate the performance of IORL on zero-shot transfers to a large real road network to

further asses robustness (generalizability to road network, traffic distribution, and OOD states) and scalability

of offline training, in the same spirit as similar experiments performed by Devailly et al. (2021, 2022). Fig. 3.9

provides a visualization of the real road network used in this experiment, which corresponds to central Man-

hattan. Considering the very large number of intersections and the high computational cost of using a GCN on

such a large network, in this particular scenario, β is set to 0. In other words, we perform no explicit planning

and instead rely immediately on Φ to sample the joint action which will be applied in the road network at

every step (as done in Devailly et al. (2021, 2022)). Considering the higher computational cost compared to

small synthetic networks used in previous experiments, we evaluate traffic generated using 6 different seeds.

As experiments are repeated 5 times (see § 3.5.1), the total number of evaluation instances per method is 30.

Contrary to previous experiments, however, episodes now last 30 minutes (i.e. 3 times as long).

Model-based coordination at scale

Looking at Fig. 3.10, we first observe that MuJAM outperforms both domain-specific baselines which can scale

to the same extent, as the cumulative delay experience by all vehicles in the network is drastically inferior.

Similarly to Devailly et al. (2022), we, therefore, conclude that with the help of learned coordinated priors (i.e.

Φ), MBRL is scalable and involves the same computational requirements as MFRL when no explicit planning

is performed.

Offline robustness and scalability

We also observe that IORL outperforms both domain-specific baselines, with a performance (cumulative delay)

somewhere in between the dynamic baseline and MuJAM which validates (as its ranking does not differ from

the results of the previous experiments) the robustness and scalability of offline learnings in this zero-shot

context.

Viability of fine-tuning

Similarly to what is observed in experiment 3: § 3.5.4, OW (i.e the online-fine-tuned version of IORL) performs

similarly to MuJAM. We note that while in experiment 3: § 3.5.4, OW seems to slightly outperform MuJAM,

in this evaluation MuJAM seems to slightly outperform OW. Given enough online interaction with the envi-

101



ronment, the initialization provided by OW aims to help with initial performance only. We do not expect any

significant differences in asymptotic performances (i.e. after training) between the two methods.

Figure 3.9: Central Manhattan road network.

3.6 Conclusion

We introduce IORL, the first MARL-ATSC method which alleviates the need for interaction with the environ-

ment during training. IORL is a model-based reinforcement learning approach that relies on learning a robust

value-equivalent latent model of the environment from a dataset of observed transitions to simulate trajectories

and plan ahead of decision-making. We demonstrate that, without ever interacting with the road-network envi-

ronment, strictly observing either fixed-time or adaptive policies, IORL outperforms domain-specific baselines

in zero-shot transfer tasks involving both road networks (real and synthetic) and traffic distributions never expe-

rienced in training and that it approaches the level of performance of its online equivalent. Such transferability

translates into immediate scalability as trained policies can be applied to road networks of arbitrary sizes.

Moreover, we show that this approach can be used as an initialization for online-fine-tuning to combine the

advantages of both approaches (i.e. reaching the online level of performance while avoiding catastrophic and
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Figure 3.10: Manhattan - Cumulative difference in total delay (compared to the fixed-time policy)

The cumulative difference between the total delay experienced under a given method and the cumulative delay
experienced under the fixed time policy.)

socially unacceptable initial performance). Finally, like its online counterpart, IORL also enables exploiting

available data at its finest level of granularity as traffic can be represented at the level of individual vehicles. In

line with recent developments, IORL pushes the generalization of RL-ATSC policies further. Inductive model-

based graph RL methods can now not only generalize to the road network architecture, traffic distributions,

and policy constraints but also generalize to OOD regions of the state space as demonstrated by the offline

learning setting. We hope that this additional step toward fully-agnostic RL-ATSC contributes to its real-world

applicability.

3.6.1 Future Work

Some ORL approaches explicitly compensate for uncertainty (Yu et al., 2020; Kidambi et al., 2020) by penal-

izing transitions for which the learned model of the dynamics is less likely to be reliable. An interesting avenue

for future research would be to design an uncertainty-aware version of IORL to restrain model exploitation8

and hopefully reach a fully-offline-performance that is closer to the level of its online equivalent, MuJAM.

8Model exploitation refers to the detrimental use of the dynamics model to reach OOD parts of the state space for which our
value estimates might be overoptimistic.
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General Conclusion

Reinforcement Learning for ATSC used to typically require a combination of 1) millions of observations (tran-

sitions) for training, 2) training from scratch for any modification of the application scenario, and 3) interaction

with the real environment with socially questionable efficiency.

In this thesis, we have tackled data inefficiency in large scale RL-ATSC by introducing and enforcing in-

creasing levels of generalization. By leveraging the flexible computational graph and parameter-sharing scheme

of GCNs, the model discussed in the 1st chapter enables both generalization to network architectures and traf-

fic distributions (which translates into massive scalability) as well as the exploitation of the finest level of

granularity in available data (i.e. representing traffic at the vehicle level). With modern model-based RL and

decentralized simulation, the model discussed in the 2nd chapter further improves performance and sample effi-

ciency, enables a new dimension of generalization to policy constraints, and makes explicit coordination (in the

form of joint action modeling) scalable for the first time. Finally, with offline RL, the method discussed in the

3rd chapter bypasses the need for interaction with the environment altogether and proposes a training scheme

that enables reaching the performance of online training while avoiding catastrophic initial performance. With

this last level of generalization (to regions of the ATSC state space which were not visited under the histori-

cal policy and therefore unseen during training), RL-ATSC enables the learning, with no interaction with the

environment, of policies which immediately transfer (and therefore scale) to any new setting.

The combination of model-based RL and offline RL may greatly ease the contribution of third parties to

ATSC as historical datasets (observations) can be used to both learn to simulate the road network environment

and train new ATSC policies without requiring any actual control (which cities rightfully restrict).

In practice, thinking of the potential target user of such approaches, either a person in charge of deciding

whether or not to try new ATSC approaches for a given destination scenario (e.g. intersection, district, city),

or someone willing to provide the corresponding service, we suggest proceeding as follows: First, start by

collecting data on a few intersections (ideally intersections with a variety of structures and traffic distributions)

to build a rich training set. Then, the corresponding data can be used to train generalist simulators and policies



as described in Chapters 2 & 3. Finally, before applying a transferable policy to the full destination scenario,

we suggest leveraging the generalist simulator beforehand to estimate the performances of both the previous

(historical) and new policies and compare them. As it can help provide an estimated return on investment and

reduce uncertainty, the goal of this additional step is to help key decision-makers (speed up adoption). After

initial deployment and on top of monitoring, we then suggest to continue gathering observations under the new

policy and use them to fine-tune the policy in a continual learning fashion.

In this work, we have demonstrated that policies can generalize and transfer on a variety of dimensions. It

would be interesting to evaluate transferability from training in simulated environments to real-world environ-

ments. Also, as all the presented methods exploit vehicular data instead of lane level aggregations, when the

expensive installation of sensors is not an option (as is the case in most parts of the world), geolocation data of

vehicles or even individuals (e.g. using phones) may constitute promising alternatives. Studying the availabil-

ity and reliability of such data in real-world applications of RL-ATSC would also be interesting. Such a level

of granularity additionally enables flexible objective definition as policies can now be informed of the types of

vehicles (e.g. ambulance, public transportation) and could learn to favor certain types of vehicles based on local

preferences. Additionally, while only vehicles are represented as demand in this work, the flexibility of GCNs

offers a straightforward way to include other types of entities as new types of nodes. Including alternative types

of nodes for other road users such as pedestrians and cyclists to represent them at their finest level of granularity

may help develop joint optimization of heterogeneous demand. Finally, while we implicitly focus on training

and applying ATSC policies in distinct scenarios for which real-time data collection is readily available, offline

evaluation of the potential of equipping a new intersection for which only structural (architecture) information

is currently known (no demand information is available and no sensor has been installed, which is the case for

the vast majority of intersections in the world) would provide a valuable prioritization tool for municipalities.
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